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### 301. Remove Invalid Parentheses

Hard

Remove the minimum number of invalid parentheses in order to make the input string valid. Return all possible results.

**Note:** The input string may contain letters other than the parentheses ( and ).

**Example 1:**

**Input:** "()())()"

**Output:** ["()()()", "(())()"]

**Example 2:**

**Input:** "(a)())()"

**Output:** ["(a)()()", "(a())()"]

**Example 3:**

**Input:** ")("

**Output:** [""]

class Solution {

public:

    vector<string> removeInvalidParentheses(string s) {

        int num1 = 0, num2 = 0;

        for(char &c : s) {

            num1 += c == '(';

            if (num1 == 0) num2 += c == ')';

            else num1 -= c == ')';

        }

        dfs(s, 0, num1, num2);

        return ret;

    }

private:

    vector<string> ret;

    bool isValid(string s) {

        int sum = 0;

        for(char &c : s) {

            if (c == '(') ++sum;

            else if (c == ')') --sum;

            if (sum < 0) return false;

        }

        return sum == 0;

    }

    void dfs(const string &s, int cur, int num1, int num2) {

        if (num1 == 0 && num2 == 0) {

            if (isValid(s)) ret.push\_back(s);

        }

        else for (int i = cur; i < s.size(); ++i) {

            string tmp = s;

            if (num1 > 0 && tmp[i] == '(') {

                if (i == cur || tmp[i] != tmp[i - 1]) {

                    tmp.erase(i, 1);

                    dfs(tmp, i, num1 - 1, num2);

                }

            }

            if (num2 > 0 && tmp[i] == ')') {

                if (i == cur || tmp[i] != tmp[i - 1]) {

                    tmp.erase(i, 1);

                    dfs(tmp, i, num1, num2 - 1);

                }

            }

        }

    }

};

### [302. Smallest Rectangle Enclosing Black Pixels](https://leetcode-cn.com/problems/smallest-rectangle-enclosing-black-pixels/)

An image is represented by a binary matrix with 0 as a white pixel and 1 as a black pixel. The black pixels are connected, i.e., there is only one black region. Pixels are connected horizontally and vertically. Given the location (x, y) of one of the black pixels, return the area of the smallest (axis-aligned) rectangle that encloses all black pixels.

**Example:**

**Input:**

[

"0010",

"0110",

"0100"

]

and x = 0, y = 2

**Output:** 6

class Solution {

public:

    int minArea(vector<vector<char>>& image, int x, int y) {

        if(image.empty()) return 0;

        int n = image.size(), m = image[0].size();

        int left  = horizontalSearch(0, y, 0, n, image, '1');

        int right = horizontalSearch(y + 1, m, 0, n, image, '0');

        int up    = verticalSearch(0, x, left, right, image, '1');

        int down  = verticalSearch(x + 1, n, left, right, image, '0');

        return (right - left) \* (down - up);

    }

    int horizontalSearch(int start, int end, int top, int bottom, vector<vector<char>>& image, char target) {

        while (start < end) {

            int mid = start + (end - start) / 2, temp\_top = top;

            char found = '0';

            while (temp\_top < bottom) {

                if (image[temp\_top++][mid] == '1') {

                    found = '1';

                    break;

                }

            }

            if (target == found) end = mid;

            else start = mid + 1;

        }

        return start;

    }

    int verticalSearch(int start, int end, int left, int right, vector<vector<char>>& image, char target) {

        while(start < end) {

            int mid = start + (end - start) / 2, temp\_left = left;

            char found = '0';

            while(temp\_left < right) {

                if(image[mid][temp\_left++] == '1') {

                    found = '1';

                    break;

                }

            }

            if (target == found) end = mid;

            else start = mid + 1;

        }

        return start;

    }

};

### 303. Range Sum Query - Immutable

Easy

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

**Example:**

Given nums = [-2, 0, 3, -5, 2, -1]

sumRange(0, 2) -> 1

sumRange(2, 5) -> -1

sumRange(0, 5) -> -3

**Note:**

1. You may assume that the array does not change.
2. There are many calls to *sumRange* function.

class NumArray **{**

public**:**

NumArray**(**vector**<**int**>** nums**)** **{**

**}**

**};**

class NumArray {

public:

    NumArray(vector<int> nums) {

       partial\_sum(nums.begin(), nums.end(), back\_inserter(sum));

    }

    int sumRange(int i, int j) {

        return sum[j+1]-sum[i];

    }

private:

    vector<int> sum{0};

};

### 304. Range Sum Query 2D - Immutable

Medium

Given a 2D matrix *matrix*, find the sum of the elements inside the rectangle defined by its upper left corner (*row*1, *col*1) and lower right corner (*row*2, *col*2).

![Range Sum Query 2D](data:image/png;base64,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)  
The above rectangle (with the red border) is defined by (row1, col1) = **(2, 1)** and (row2, col2) = **(4, 3)**, which contains sum = **8**.

**Example:**

Given matrix = [

[3, 0, 1, 4, 2],

[5, 6, 3, 2, 1],

[1, 2, 0, 1, 5],

[4, 1, 0, 1, 7],

[1, 0, 3, 0, 5]

]

sumRegion(2, 1, 4, 3) -> 8

sumRegion(1, 1, 2, 2) -> 11

sumRegion(1, 2, 2, 4) -> 12

**Note:**

1. You may assume that the matrix does not change.
2. There are many calls to *sumRegion* function.
3. You may assume that *row*1 ≤ *row*2 and *col*1 ≤ *col*2.

class NumMatrix {

public:

    NumMatrix(vector<vector<int>>& matrix) {

        if (matrix.size() == 0 || matrix[0].size() == 0) return;

        int n = matrix.size(), m = matrix[0].size();

        dp.resize(n+1, vector<int>(m+1, 0));

        for (int r = 0; r < n; r++) {

           for (int c = 0; c < m; c++) {

              dp[r + 1][c + 1] = dp[r + 1][c] + dp[r][c + 1]

                                 + matrix[r][c] - dp[r][c];

            }

        }

    }

    int sumRegion(int row1, int col1, int row2, int col2) {

        return dp[row2 + 1][col2 + 1] - dp[row1][col2 + 1]

               - dp[row2 + 1][col1] + dp[row1][col1];

    }

private:

    vector<vector<int>> dp;

};

### 305. Number of Islands II

A 2d grid map of m rows and n columns is initially filled with water. We may perform an *addLand* operation which turns the water at position (row, col) into a land. Given a list of positions to operate, **count the number of islands after each *addLand* operation**. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

**Example:**

**Input:** m = 3, n = 3, positions = [[0,0], [0,1], [1,2], [2,1]]

**Output:** [1,1,2,3]

**Explanation:**

Initially, the 2d grid grid is filled with water. (Assume 0 represents water and 1 represents land).

0 0 0

0 0 0

0 0 0

Operation #1: addLand(0, 0) turns the water at grid[0][0] into a land.

1 0 0

0 0 0 Number of islands = 1

0 0 0

Operation #2: addLand(0, 1) turns the water at grid[0][1] into a land.

1 1 0

0 0 0 Number of islands = 1

0 0 0

Operation #3: addLand(1, 2) turns the water at grid[1][2] into a land.

1 1 0

0 0 1 Number of islands = 2

0 0 0

Operation #4: addLand(2, 1) turns the water at grid[2][1] into a land.

1 1 0

0 0 1 Number of islands = 3

0 1 0

**Follow up:**

Can you do it in time complexity O(k log mn), where k is the length of the positions?

class Solution **{**

public**:**

vector**<**int**>** numIslands2**(**int m**,** int n**,** vector**<**vector**<**int**>>&** positions**)** **{**

vector**<**vector**<**int**>>** dirs**{{**0**,** **-**1**},** **{-**1**,** 0**},** **{**0**,** 1**},** **{**1**,** 0**}};**

vector**<**int**>** fa**(**m**\***n**,** **-**1**),** res**;**

// -1 water, other land标签

int cnt **=** 0**;**

**for** **(**auto **&**v **:** positions**)** **{**

int id **=** n**\***v**[**0**]** **+** v**[**1**];**

**if** **(**fa**[**id**]** **==** **-**1**)** **{**

fa**[**id**]** **=** id**;**

**++**cnt**;**

**}**

**for** **(**auto dir **:** dirs**)** **{**

int x **=** v**[**0**]+**dir**[**0**],** y **=** v**[**1**]+**dir**[**1**],** cur\_id **=** n**\***x **+** y**;**

**if** **(**x **<** 0 **||** x **>=** m **||** y **<** 0 **||** y **>=** n **||** fa**[**cur\_id**]** **==** **-**1**)**

**continue;**

int p **=** find**(**fa**,** cur\_id**),** q **=** find**(**fa**,** id**);**

**if** **(**p **!=** q**)** **{**

fa**[**p**]** **=** q**;**

**--**cnt**;**

**}**

**}**

res**.**push\_back**(**cnt**);**

**}**

**return** res**;**

**}**

private**:**

int find**(**vector**<**int**>** **&**fa**,** int x**)** **{**

**return** **(**x **==** fa**[**x**])** **?** x **:** **(**fa**[**x**]** **=** find**(**fa**,** fa**[**x**]));**

**}**

**};**

### 306. Additive Number

Medium

Additive number is a string whose digits can form additive sequence.

A valid additive sequence should contain **at least** three numbers. Except for the first two numbers, each subsequent number in the sequence must be the sum of the preceding two.

Given a string containing only digits '0'-'9', write a function to determine if it's an additive number.

**Note:** Numbers in the additive sequence **cannot** have leading zeros, so sequence 1, 2, 03 or 1, 02, 3 is invalid.

**Example 1:**

**Input:** "112358"

**Output:** true

**Explanation:** The digits can form an additive sequence: 1, 1, 2, 3, 5, 8.

  1 + 1 = 2, 1 + 2 = 3, 2 + 3 = 5, 3 + 5 = 8

**Example 2:**

**Input:** "199100199"

**Output:** true

**Explanation:** The additive sequence is: 1, 99, 100, 199.

  1 + 99 = 100, 99 + 100 = 199

**Follow up:**  
How would you handle overflow for very large input integers?

class Solution **{**

public**:**

bool isAdditiveNumber**(**string num**)** **{**

**}**

**};**

class Solution {

public:

    bool isAdditiveNumber(string num) {

        int n = num.length();

        for (int i = 1; i <= n/2; i++) {

            for (int j = i+1; j < n; j++) {

                if (dfs(num.substr(0, i), num.substr(i, j-i),

j, num, 2))

                    return true;

            }

        }

        return false;

    }

private:

    bool dfs(string x, string y, int start, string &num, int cnt) {

        if (x[0] == '0' && x != "0") return false;

        if (y[0] == '0' && y != "0") return false;

        if (start == num.length() && cnt > 2) return true;

        string s = add(x, y);

        if (s != num.substr(start, s.length())) return false;

        return dfs(y, s, start+s.length(), num, cnt+1);

    }

    string add(string x, string y) {

        reverse(x.begin(), x.end());

        reverse(y.begin(), y.end());

        string ret;

        int c = 0, p = 0, q = 0, n = x.length(), m = y.length();

        while (p < n || q < m) {

            c += (p < n ? x[p++] -'0' : 0 )

+ (q < m ? y[q++] -'0' : 0 );

            ret += c % 10 + '0';

            c /= 10;

        }

        if (c) ret += '1';

        reverse(ret.begin(), ret.end());

        return ret;

    }

};

### 307. Range Sum Query - Mutable

Medium

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

The *update(i, val)* function modifies *nums* by updating the element at index *i* to *val*.

**Example:**

Given nums = [1, 3, 5]

sumRange(0, 2) -> 9

update(1, 2)

sumRange(0, 2) -> 8

**Note:**

1. The array is only modifiable by the *update* function.
2. You may assume the number of calls to *update* and *sumRange* function is distributed evenly.

class NumArray {

public:

    NumArray(vector<int> &v) {

        n = v.size();

        bits.resize(n+1, 0);

        nums.resize(n, 0);

        for (int i = 0; i < n; i++)

            \_update(i, v[i]);

    }

    void update(int i, int val) {

        \_update(i, val);

    }

    int sumRange(int i, int j) {

        return sumRange(j+1) - sumRange(i) ;

    }

private:

    vector<int> bits, nums;

    int n;

    int bitset (int x) {return x & (-x);}

    void \_update(int i, int val) {

        int diff = val - nums[i];

        nums[i++] = val;

        while (i <= n){

            bits[i] += diff;

            i += bitset(i);

        }

    }

    int sumRange(int i) {

        int res = 0;

        while (i) {

            res += bits[i];

            i -= bitset(i);

        }

        return res;

    }

};

class NumArray {

    std::vector<long long> tree;

    int n;

public:

    NumArray(vector<int>& nums) {

        n = nums.size();

        tree.resize(n + n);

        for (int i = 0; i <  n; ++i)

            tree[i + n] = nums[i];

        for (int i = n - 1; i >  0; --i){

            tree[i] = tree[i<<1] + tree[(i<<1)+1];

        }

    }

    void update(int i, int val) {

        i += n;

        tree[i] = val;

        while (i > 0) {

            tree[i>>1] = tree[i] + tree[i^1];

            i >>= 1;

        }

    }

    int sumRange(int i, int j) {

        int res = 0;

        i += n;

        j += n;

        for (; i <= j; i >>= 1, j >>= 1) {

            if (i&1)    res += tree[i++];

            if (!(j&1)) res += tree[j--];

        }

        return res;

    }

};

### 308. Range Sum Query 2D - Mutable

Given a 2D matrix *matrix*, find the sum of the elements inside the rectangle defined by its upper left corner (*row*1, *col*1) and lower right corner (*row*2, *col*2).

The above rectangle (with the red border) is defined by (row1, col1) = **(2, 1)** and (row2, col2) = **(4, 3)**, which contains sum = **8**.

**Example:**

Given matrix = [

[3, 0, 1, 4, 2],

[5, 6, 3, 2, 1],

[1, 2, 0, 1, 5],

[4, 1, 0, 1, 7],

[1, 0, 3, 0, 5]

]

sumRegion(2, 1, 4, 3) -> 8

update(3, 2, 2)

sumRegion(2, 1, 4, 3) -> 10

**Note:**

1. The matrix is only modifiable by the *update* function.
2. You may assume the number of calls to *update* and *sumRegion* function is distributed evenly.
3. You may assume that *row*1 ≤ *row*2 and *col*1 ≤ *col*2.

// Binary Indexed Tree  现在不知道对不对

class NumMatrix {

public:

    NumMatrix(vector<vector<int>> &matrix) {

        if (matrix.empty() || matrix[0].empty()) return;

        mat.resize(matrix.size(), vector<int>(matrix[0].size(), 0));

        bit.resize(matrix.size()+1,vector<int>(matrix[0].size()+1, 0));

        for (int i = 0; i < matrix.size(); ++i) {

            for (int j = 0; j < matrix[i].size(); ++j) {

                update(i, j, matrix[i][j]);

            }

        }

    }

    void update(int row, int col, int val) {

        int diff = val - mat[row][col];

        mat[row][col] = val;

        for (int i = row + 1; i <= mat.size(); i += lowbit(i)) {

            for (int j = col + 1; j <= mat[i].size(); j += lowbit(j)) {

                bit[i][j] += diff;

            }

        }

    }

    int lowbit(int x) {return x & -x;}

    int sumRegion(int row1, int col1, int row2, int col2) {

        return getSum(row2 + 1, col2 + 1) - getSum(row1, col2 + 1)

- getSum(row2 + 1, col1) + getSum(row1, col1);

    }

    int getSum(int row, int col) {

        int res = 0;

        for (int i = row; i > 0; i -= lowbit(i)) {

            for (int j = col; j > 0; j -= lowbit(j)) {

                res += bit[i][j];

            }

        }

        return res;

    }

private:

    vector<vector<int>> mat;

    vector<vector<int>> bit;

};

### 309. Best Time to Buy and Sell Stock with Cooldown

Medium

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times) with the following restrictions:

* You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).
* After you sell your stock, you cannot buy stock on next day. (ie, cooldown 1 day)

**Example:**

**Input:** [1,2,3,0,2]

**Output:** 3

**Explanation:** transactions = [buy, sell, cooldown, buy, sell]

class Solution {

public:

    int maxProfit(vector<int>& prices) {

        vector<int> pre{INT\_MIN, 0, 0};

        //buy sell cooldown

        for (auto i : prices) {

            vector<int> cur(3);

            cur[0] = max(pre[0], pre[1]-i);

            cur[1] = max(pre[1], pre[2]);

            cur[2] = pre[0]+i;

            pre = std::move(cur);

        }

        return \*max\_element(pre.begin(), pre.end());

    }

};

### 310. Minimum Height Trees★★

Medium

For an undirected graph with tree characteristics, we can choose any node as the root. The result graph is then a rooted tree. Among all possible rooted trees, those with minimum height are called minimum height trees (MHTs). Given such a graph, write a function to find all the MHTs and return a list of their root labels.

**Format**  
The graph contains n nodes which are labeled from 0 to n - 1. You will be given the number n and a list of undirected edges (each edge is a pair of labels).

You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

**Example 1 :**

**Input:** n = 4, edges = [[1, 0], [1, 2], [1, 3]]

0

|

1

/ \

2 3

**Output:** [1]

**Example 2 :**

**Input:** n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]

0 1 2

\ | /

3

|

4

|

5

**Output:** [3, 4]

class Solution {

public:

    vector<int> findMinHeightTrees(int n, vector<vector<int>>& edges) {

        vector<unordered\_set<int>> adj(n);

        for (const auto &p : edges) {

           adj[p[0]].insert(p[1]);

           adj[p[1]].insert(p[0]);

        }

        vector<int> current;

        if (n == 1) {

           current.push\_back(0);

           return current;

        }

        for (int i = 0; i < adj.size(); ++i) {

            if (adj[i].size() == 1) {

                 current.push\_back(i);

            }

        }

        while (1) {

            vector<int> next;

            for (int node : current) {

                for (int neighbor : adj[node]) {

                    adj[neighbor].erase(node);

                    if (adj[neighbor].size() == 1)

                        next.push\_back(neighbor);

                }

            }

            if (next.empty()) return current;

            current = next;

        }

    }

};

### 311. Sparse Matrix Multiplication

Given two [sparse matrices](https://en.wikipedia.org/wiki/Sparse_matrix) **A** and **B**, return the result of **AB**.

You may assume that **A**'s column number is equal to **B**'s row number.

**Example:**

**Input:**

**A** = [

[ 1, 0, 0],

[-1, 0, 3]

]

**B** = [

[ 7, 0, 0 ],

[ 0, 0, 0 ],

[ 0, 0, 1 ]

]

**Output:**

| 1 0 0 | | 7 0 0 | | 7 0 0 |

**AB** = | -1 0 3 | x | 0 0 0 | = | -7 0 3 |

| 0 0 1 |

class Solution **{**

public**:**

vector**<**vector**<**int**>>** multiply**(**vector**<**vector**<**int**>>** **&**A**,** vector**<**vector**<**int**>>** **&**B**)** **{**

int n **=** A**.**size**(),** l **=** B**.**size**(),** m **=** B**[**0**].**size**();**

vector**<**vector**<**int**>>** res**(**n**,** vector**<**int**>** **(**m**,** 0**));**

vector**<**pair**<**int**,** int**>>** v**[**l**];**

**for** **(**int i **=** 0**;** i **<** l**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **if** **(**B**[**i**][**j**])** **{**

v**[**i**].**push\_back**({**j**,** B**[**i**][**j**]});**

**}**

**}**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

**for** **(**int k **=** 0**;** k **<** l**;** **++**k**)** **if** **(**A**[**i**][**k**])** **{**

**for** **(**auto **&**pii **:** v**[**k**])** **{**

res**[**i**][**pii**.**first**]** **+=** A**[**i**][**k**]** **\*** pii**.**second**;**

**}**

**}**

**}**

**return** res**;**

**}**

**};**

### 312. Burst Balloons★★

Hard

Given n balloons, indexed from 0 to n-1. Each balloon is painted with a number on it represented by array nums. You are asked to burst all the balloons. If the you burst balloon i you will get nums[left] \* nums[i] \* nums[right] coins. Here left and right are adjacent indices of i. After the burst, the left and right then becomes adjacent.

Find the maximum coins you can collect by bursting the balloons wisely.

**Note:**

* You may imagine nums[-1] = nums[n] = 1. They are not real therefore you can not burst them.
* 0 ≤ n ≤ 500, 0 ≤ nums[i] ≤ 100

**Example:**

**Input:** [3,1,5,8]

**Output:** 167

**Explanation:** nums = [3,1,5,8] --> [3,5,8] --> [3,8] --> [8] --> []

  coins = 3\*1\*5 + 3\*5\*8 + 1\*3\*8 + 1\*8\*1 = 167

class Solution {

public:

    int maxCoins(vector<int>& nums) {

        int N = nums.size();

        nums.insert(nums.begin(), 1);

        nums.insert(nums.end(), 1);

        vector<vector<int>> dp(N+2, vector<int>(N+2, 0));

        for (int i = N; i >= 1; --i) {

            for (int j = i; j <= N; ++j) {

                int bestCoins = 0;

                for (int k = i; k <= j; ++k) {

                    int coins = dp[i][k-1] + dp[k+1][j];

                    coins += nums[i-1] \* nums[k] \* nums[j+1];

                    bestCoins = max(bestCoins, coins);

                }

                dp[i][j] = bestCoins;

            }

        }

        return dp[1][N];

    }

};

### 313. Super Ugly Number

Medium

Write a program to find the nth super ugly number.

Super ugly numbers are positive numbers whose all prime factors are in the given prime list primes of size k.

**Example:**

**Input:** n = 12, primes = [2,7,13,19]

**Output:** 32

**Explanation:** [1,2,4,7,8,13,14,16,19,26,28,32] is the sequence of the first 12

super ugly numbers given primes = [2,7,13,19] of size 4.

**Note:**

* 1 is a super ugly number for any given primes.
* The given numbers in primes are in ascending order.
* 0 < k ≤ 100, 0 < n ≤ 106, 0 < primes[i] < 1000.
* The nth super ugly number is guaranteed to fit in a 32-bit signed integer.

class Solution **{**

public**:**

int nthSuperUglyNumber**(**int n**,** vector**<**int**>&** primes**)** **{**

**}**

**};**

class Solution {

public:

    int nthSuperUglyNumber(int n, vector<int>& primes) {

        int sz = primes.size();

        vector<int> k(sz, 0), res(1, 1);

        while (--n) {

            int min\_v = INT\_MAX;

            for (int i = 0; i < sz; i++) {

                min\_v = min(min\_v, primes[i]\*res[k[i]]);

            }

            res.push\_back(min\_v);

            for (int i = 0; i < sz; i++) {

                if (primes[i]\*res[k[i]] == min\_v)

                    k[i]++;

            }

        }

        return res.back();

    }

};

class Solution {

public:

using pii = pair<int, int>;

    int nthSuperUglyNumber(int n, vector<int>& primes) {

        vector<int> res(n, 0);

        res[0] = 1;

        auto cmp = [&](auto p1, auto p2) {

            return res[p1.first] \* primes[p1.second]

> res[p2.first] \* primes[p2.second];

        };

        priority\_queue<pii, vector<pii>, decltype(cmp)> pq(cmp);

        for (int i = 0; i < primes.size(); ++i) pq.emplace(0, i);

        int i = 1;

        while (i < n) {

            auto [idx, pos] = pq.top();

            pq.pop();

            int num = res[idx] \* primes[pos];

            //remove duplicate

            if (res[i-1] != num) res[i++] = num;

            pq.emplace(idx+1, pos);

        }

        return res[n-1];

    }

};

class Solution {

public:

    int nthSuperUglyNumber(int n, vector<int>& primes) {

        priority\_queue<int, vector<int>, greater<int>> pq;

        unordered\_set<int> My\_set;

        pq.push(1);

        while (--n) {

            int t = pq.top();

            pq.pop();

            for (int i : primes) {

                if(INT\_MAX / i < t) continue;

                i \*= t;

                if (My\_set.count(i)) continue;

                My\_set.insert(i);

                pq.push(i);

            }

        }

        return pq.top();

    }

};

### 314. Binary Tree Vertical Order Traversal

Given a binary tree, return the *vertical order* traversal of its nodes' values. (ie, from top to bottom, column by column).

If two nodes are in the same row and column, the order should be from **left to right**.

**Examples 1:**

**Input:** [3,9,20,null,null,15,7]

3

/\

/ \

9 20

/\

/ \

15 7

**Output:**

[

[9],

[3,15],

[20],

[7]

]

**Examples 2:**

**Input:** [3,9,8,4,0,1,7]

3

/\

/ \

9 8

/\ /\

/ \/ \

4 01 7

**Output:**

[

[4],

[9],

[3,0,1],

[8],

[7]

]

**Examples 3:**

**Input:** [3,9,8,4,0,1,7,null,null,null,2,5] (0's right child is 2 and 1's left child is 5)

3

/\

/ \

9 8

/\ /\

/ \/ \

4 01 7

/\

/ \

5 2

**Output:**

[

[4],

[9,5],

[3,0,1],

[8,2],

[7]

]

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \*     int val;

 \*     TreeNode \*left;

 \*     TreeNode \*right;

 \*     TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

class Solution {

public:

    vector<vector<int>> verticalOrder(TreeNode\* root) {

        vector<vector<int>> res;

        if (!root) return res;

        map<int, vector<int>> m;

        queue<pair<TreeNode\*, int>> q;

        q.emplace(root, 0);

        while(!q.empty()) {

            auto t = q.front();

            q.pop();

            m[t.second].push\_back(t.first->val);

            if (t.first->left) q.emplace(t.first->left, t.second-1);

            if (t.first->right) q.emplace(t.first->right, t.second+1);

        }

        for (auto &i : m) res.push\_back(i.second);

        return res;

    }

};

### 315. Count of Smaller Numbers After Self★★

Hard

You are given an integer array *nums* and you have to return a new *counts* array. The *counts* array has the property where counts[i] is the number of smaller elements to the right of nums[i].

**Example:**

**Input:** [5,2,6,1]

**Output:** [2,1,1,0]

**Explanation:**

To the right of 5 there are **2** smaller elements (2 and 1).

To the right of 2 there is only **1** smaller element (1).

To the right of 6 there is **1** smaller element (1).

To the right of 1 there is **0** smaller element.

class Solution {

public:

    using pii = pair<int, int>;

    using vecIter = vector<pair<int, int>>::iterator;

    vector<int> countSmaller(vector<int>& nums) {

        if (nums.empty()) return {};

        int n = nums.size();

        vector<pii> v(n);

        vector<int> res(n, 0);

        for (int i = 0; i < n; i++)  v[i] = {nums[i], i};

        merge\_sort(v.begin(), v.end(), res);

        return res;

    }

private:

    void merge\_sort(vecIter l, vecIter r, vector<int> &res) {

        if (l+1 < r) {

            auto mid = l + (r-l)/2;

            merge\_sort(l, mid, res);

            merge\_sort(mid, r, res);

            merge(l, r, res);

        }

    }

    void merge(vecIter l, vecIter r, vector<int> &res) {

        auto mid = l + (r-l)/2, p = l, q = mid;

        while (p < mid && q < r) {

            if (q->first >= p->first) q++;

            else {

                res[p->second] += r-q;

                p++;

            }

        }

        inplace\_merge(l, mid, r, greater<pii>());

    }

};

### 316. Remove Duplicate Letters★★

Hard

Given a string which contains only lowercase letters, remove duplicate letters so that every letter appear once and only once. You must make sure your result is the smallest in lexicographical order among all possible results.

**Example 1:**

**Input:** "bcabc"

**Output:** "abc"

**Example 2:**

**Input:** "cbacdcbc"

**Output:** "acdb"

class Solution {

public:

string removeDuplicateLetters(string s) {

vector<int> dict(256, 0);

vector<bool> visited(256, false);

for(auto ch : s) dict[ch]++;

string result = "0";

for(auto c : s) {

dict[c]--;

if (visited[c]) continue;

while (c < result.back() && dict[result.back()] > 0) {

visited[result.back()] = false;

result.pop\_back();

}

result += c;

visited[c] = true;

}

return result.substr(1);

}

};

### 317. Shortest Distance from All Buildings

You want to build a house on an *empty* land which reaches all buildings in the shortest amount of distance. You can only move up, down, left and right. You are given a 2D grid of values **0**, **1** or **2**, where:

* Each **0** marks an empty land which you can pass by freely.
* Each **1** marks a building which you cannot pass through.
* Each **2** marks an obstacle which you cannot pass through.

**Example:**

**Input:** [[1,0,2,0,1],[0,0,0,0,0],[0,0,1,0,0]]

1 - 0 - 2 - 0 - 1

| | | | |

0 - 0 - 0 - 0 - 0

| | | | |

0 - 0 - 1 - 0 - 0

**Output:** 7

**Explanation:** Given three buildings at (0,0), (0,4), (2,2), and an obstacle at (0,2),

the point (1,2) is an ideal empty land to build a house, as the total

  travel distance of 3+3+1=7 is minimal. So return 7.

**Note:**  
There will be at least one building. If it is not possible to build such house according to the above rules, return -1.

class Solution {

public:

int shortestDistance(vector<vector<int>>& grid) {

int res = INT\_MAX, buildingCnt = 0;

int m = grid.size(), n = grid[0].size();

vector<vector<int>> dist(m, vector<int>(n, 0)), cnt = dist;

vector<int> dirs{0,-1,0,1,0};

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

if (grid[i][j] == 1) {

++buildingCnt;

queue<pair<int, int>> q; q.push({i, j});

vector<vector<bool>> visited(m, vector<bool>(n, false));

int level = 1;

while (!q.empty()) {

int sz = q.size();

for (int s = 0; s < sz; ++s) {

auto [a, b] = q.front(); q.pop();

for (int k = 0; k < 4; ++k) {

int x = a + dirs[k], y = b + dirs[k+1];

if (x >= 0 && x < m && y >= 0 && y < n

&& !grid[x][y] && !visited[x][y]) {

dist[x][y] += level;

++cnt[x][y];

visited[x][y] = true;

q.push({x, y});

}

}

}

++level;

}

}

}

}

for (int i = 0; i < m; ++i) {

for (int j = 0; j < n; ++j) {

if (!grid[i][j] && cnt[i][j] == buildingCnt) {

res = min(res, dist[i][j]);

}

}

}

return res == INT\_MAX ? -1 : res;

}

};

### 318. Maximum Product of Word Lengths★★

Medium

Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.

**Example 1:**

**Input:** ["abcw","baz","foo","bar","xtfn","abcdef"]

**Output:** 16

**Explanation:** The two words can be "abcw", "xtfn".

**Example 2:**

**Input:** ["a","ab","abc","d","cd","bcd","abcd"]

**Output:** 4

**Explanation:** The two words can be "ab", "cd".

**Example 3:**

**Input:** ["a","aa","aaa","aaaa"]

**Output:** 0

**Explanation:** No such pair of words.

class Solution **{**

public**:**

int maxProduct**(**vector**<**string**> &**words**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxProduct**(**vector**<**string**> &**words**)** **{**

vector**<**int**>** mask**(**words**.**size**());**

int res **=** 0**;**

**for** **(**int i **=** 0**;** i **<** words**.**size**();** **++**i**)** **{**

**for** **(**char c **:** words**[**i**])**

mask**[**i**]** **|=** 1 **<<** **(**c **-** 'a'**);**

**for** **(**int j **=** 0**;** j **<** i**;** **++**j**)** **if** **(!(**mask**[**i**]** **&** mask**[**j**]))** **{**

res **=** max**(**res**,** int**(**words**[**i**].**size**()\***words**[**j**].**size**()));**

**}**

**}**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

int maxProduct**(**vector**<**string**>&** words**)** **{**

unordered\_map**<**int**,** int**>** maxlen**;**

**for** **(**string word **:** words**)** **{**

int mask **=** 0**;**

**for** **(**char c **:** word**)** mask **|=** 1 **<<** **(**c **-** 'a'**);**

maxlen**[**mask**]** **=** max**(**maxlen**[**mask**],** **(**int**)**word**.**size**());**

**}**

int res **=** 0**;**

**for** **(**auto a **:** maxlen**)** **{**

**for** **(**auto b **:** maxlen**)**

**if** **(!(**a**.**first **&** b**.**first**))**

res **=** max**(**res**,** a**.**second **\*** b**.**second**);**

**}**

**return** res

**}**

**};**

### 319. Bulb Switcher

Medium

There are *n* bulbs that are initially off. You first turn on all the bulbs. Then, you turn off every second bulb. On the third round, you toggle every third bulb (turning on if it's off or turning off if it's on). For the *i*-th round, you toggle every *i* bulb. For the *n*-th round, you only toggle the last bulb. Find how many bulbs are on after *n* rounds.

**Example:**

**Input:** 3

**Output:** 1

**Explanation:**

At first, the three bulbs are **[off, off, off]**.

After first round, the three bulbs are **[on, on, on]**.

After second round, the three bulbs are **[on, off, on]**.

After third round, the three bulbs are **[on, off, off]**.

So you should return 1, because there is only one bulb is on.

class Solution **{**

public**:**

int bulbSwitch**(**int n**)** **{**

// return sqrt(n); /\*这是标答， 以下答案超时\*/

bitset**<**100000000**>** bit**;**

**for** **(**int i **=** 1**;** i **<=** n**;** i**++)** **{**

**for** **(**int j **=** i**;** j **<=** n**;** j **+=** i**)** **{**

bit**.**flip**(**j**);**

**}**

**}**

**return** bit**.**count**();**

**}**

**};**

/\*

对于一个叫做bit的bitset：

bit.size() 返回大小（位数）

bit.count() 返回1的个数

bit.any() 返回是否有1

bit.none() 返回是否没有1

bit.set() 全都变成1

bit.set(p) 将第p + 1位变成1（bitset是从第0位开始的！）

bit.set(p, x) 将第p + 1位变成x

bit.reset() 全都变成0

bit.reset(p) 将第p + 1位变成0

bit.flip() 全都取反

bit.flip(p) 将第p + 1位取反

bit.to\_ulong() 返回它转换为unsigned long的结果，如果超出范围则报错

bit.to\_ullong() 返回它转换为unsigned long long的结果，如果超出范围则报错

bit.to\_string() 返回它转换为string的结果

\*/

### 320. Generalized Abbreviation

Write a function to generate the generalized abbreviations of a word.

**Note:**The order of the output does not matter.

**Example:**

**Input:** "word"

**Output:**

["word", "1ord", "w1rd", "wo1d", "wor1", "2rd", "w2d", "wo2", "1o1d", "1or1", "w1r1", "1o2", "2r1", "3d", "w3", "4"]

class Solution {

public:

    vector<string> generateAbbreviations(string word) {

        vector<string> res;

        for (int i = (1 << word.length()) - 1; i >= 0; --i)

            res.emplace\_back(f(word, i));

        return res;

    }

   string f(const string &word, int x) {

        string s;

        int cnt = 0, n = word.length();

        for (int i = 0; i < n; ++i, x >>= 1) {

            if ((x & 1) == 0) {

                if (cnt != 0) {

                    s += to\_string(cnt);

                    cnt = 0;

                }

                s += word[i];

            }

            else ++cnt;

        }

        if (cnt != 0) s += to\_string(cnt);

        return s;

    }

};

### 321. Create Maximum Number★★

Hard

Given two arrays of length m and n with digits 0-9 representing two numbers. Create the maximum number of length k <= m + n from digits of the two. The relative order of the digits from the same array must be preserved. Return an array of the k digits.

**Note:** You should try to optimize your time and space complexity.

**Example 1:**

**Input:**

nums1 = [3, 4, 6, 5]

nums2 = [9, 1, 2, 5, 8, 3]

k = 5

**Output:**

[9, 8, 6, 5, 3]

**Example 2:**

**Input:**

nums1 = [6, 7]

nums2 = [6, 0, 4]

k = 5

**Output:**

[6, 7, 6, 0, 4]

**Example 3:**

**Input:**

nums1 = [3, 9]

nums2 = [8, 9]

k = 3

**Output:**

[9, 8, 9]

class Solution {

public:

    vector<int> maxNumber(vector<int>& nums1,vector<int>& nums2,int k){

        int n = nums1.size(), m = nums2.size();

        vector<int> res;

        for (int k1 = max(k-m, 0); k1 <= min(k, n); ++k1) {

            auto s1 = maxKsequence(nums1, k1);

            auto s2 = maxKsequence(nums2, k-k1);

            vector<int> temp;

            auto i1 = s1.begin(), end1 = s1.end();

            auto i2 = s2.begin(), end2 = s2.end();

            while (i1 != end1 || i2 != end2)

               temp.push\_back(lexicographical\_compare(i1, end1,

i2, end2) ? \*i2++ : \*i1++);

            res = max(res, temp);

        }

        return res;

    }

    vector<int> maxKsequence(const vector<int> &nums, int k) {

        int drop = nums.size() - k;

        vector<int> stk;

        for (int i : nums) {

            while (drop && !stk.empty() && stk.back() < i) {

                stk.pop\_back();

                drop--;

            }

            stk.push\_back(i);

        }

        stk.resize(k);

        return stk;

    }

};

### 322. Coin Change★★

Medium

You are given coins of different denominations and a total amount of money *amount*. Write a function to compute the fewest number of coins that you need to make up that amount. If that amount of money cannot be made up by any combination of the coins, return -1.

**Example 1:**

**Input:** coins = [1, 2, 5], amount = 11

**Output:** 3

**Explanation:** 11 = 5 + 5 + 1

**Example 2:**

**Input:** coins = [2], amount = 3

**Output:** -1

**Note**:  
You may assume that you have an infinite number of each kind of coin.

class Solution **{**

public**:**

int coinChange**(**vector**<**int**>&** coins**,** int amount**)** **{**

**}**

**};**

class Solution {

public:

    int coinChange(vector<int>& coins, int amount) {

        int Max = amount + 1;

        vector<int> dp(amount+1, Max);

        dp[0] = 0;

        for(int i = 0; i < coins.size(); i++) {

            for(int j = coins[i]; j <= amount; j++)

                dp[j] = min(dp[j], dp[j-coins[i]] + 1);

        }

        return dp[amount] == Max ? -1 : dp[amount];

    }

};

### 323. Number of Connected Components in an Undirected Graph

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function to find the number of connected components in an undirected graph.

**Example 1:**

**Input:** n = 5 and edges = [[0, 1], [1, 2], [3, 4]]

0 3

| |

1 --- 2 4

**Output:** 2

**Example 2:**

**Input:** n = 5 and edges = [[0, 1], [1, 2], [2, 3], [3, 4]]

0 4

| |

1 --- 2 --- 3

**Output:**1

**Note:**  
You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

class Solution **{**

public**:**

int countComponents**(**int n**,** vector**<**vector**<**int**>>&** edges**)** **{**

vector**<**vector**<**int**>>** g**(**n**);**

vector**<**bool**>** v**(**n**,** **false);**

**for** **(**auto **&**i **:** edges**)** **{**

g**[**i**[**0**]].**push\_back**(**i**[**1**]);**

g**[**i**[**1**]].**push\_back**(**i**[**0**]);**

**}**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **if** **(!**v**[**i**])** **{**

dfs**(**i**,** g**,** v**);**

res**++;**

**}**

**return** res**;**

**}**

private**:**

int res **=** 0**;**

void dfs**(**int i**,** vector**<**vector**<**int**>>** **&**g**,** vector**<**bool**>** **&**v**)** **{**

v**[**i**]** **=** **true;**

**for** **(**auto **&**j **:** g**[**i**])** **if** **(!**v**[**j**])** **{**

dfs**(**j**,** g**,** v**);**

**}**

**}**

**};**

### 324. Wiggle Sort II★★

Medium

Given an unsorted array nums, reorder it such that nums[0] < nums[1] > nums[2] < nums[3]....

**Example 1:**

**Input:** nums = [1, 5, 1, 1, 6, 4]

**Output:** One possible answer is [1, 4, 1, 5, 1, 6].

**Example 2:**

**Input:** nums = [1, 3, 2, 2, 3, 1]

**Output:** One possible answer is [2, 3, 1, 3, 1, 2].

**Note:**  
You may assume all input has valid answer.

**Follow Up:**  
Can you do it in O(n) time and/or in-place with O(1) extra space?

//O(nlogn)

class Solution {

public:

    void wiggleSort(vector<int>& nums) {

        sort(nums.begin(),nums.end());

        vector<int> res(nums);

        int n = nums.size();

        int end0 = (n+1)/2 - 1, end1 = n - 1;

        for (int i = 0; i < n; i++) {

            nums[i] = i % 2 == 0 ? res[end0--]: res[end1--] ;

        }

    }

};

//O(n)

class Solution {

public:

    void wiggleSort(vector<int>& nums) {

        int n = nums.size(), mid = (n + 1) / 2 - 1;

        nth\_element(nums.begin(), nums.begin() + mid, nums.end());

        threeWayPartition(nums, nums[mid]);

        vector<int> res(nums);

        int end0 = (n + 1) / 2 - 1, end1 = n-1;

        for (int i = 0; i < n; ++i) {

            nums[i] = i % 2 == 0 ? res[end0--] : res[end1--];

        }

    }

    void threeWayPartition(vector<int> &nums, int val) {

        int i = 0, j = 0, k = nums.size()-1;

        while (j <= k){

            if (nums[j] < val)

                swap(nums[i++], nums[j++]);

            else if (nums[j] > val)

                swap(nums[j], nums[k--]);

            else ++j;

        }

    }

};

### 325. Maximum Size Subarray Sum Equals k

Given an array *nums* and a target value *k*, find the maximum length of a subarray that sums to *k*. If there isn't one, return 0 instead.

**Note:**  
The sum of the entire *nums* array is guaranteed to fit within the 32-bit signed integer range.

**Example 1:**

**Input:** *nums* = [1, -1, 5, -2, 3], *k* = 3

**Output:** 4

**Explanation:** The subarray [1, -1, 5, -2] sums to 3 and is the longest.

**Example 2:**

**Input:** *nums* = [-2, -1, 2, 1], *k* = 1

**Output:** 2

**Explanation:** The subarray [-1, 2] sums to 1 and is the longest.

**Follow Up:**  
Can you do it in O(*n*) time?

class Solution **{**

public**:**

int maxSubArrayLen**(**vector**<**int**>** **&**nums**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxSubArrayLen**(**vector**<**int**>** **&**nums**,** int k**)** **{**

int sum **=** 0**,** res **=** 0**,** n **=** nums**.**size**();**

unordered\_map**<**int**,** int**>** m**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

sum **+=** nums**[**i**];**

**if** **(**sum **==** k**)** res **=** i **+** 1**;**

**else** **if** **(**m**.**count**(**sum **-** k**))** res **=** max**(**res**,** i**-**m**[**sum**-**k**]);**

**if** **(!**m**.**count**(**sum**))** m**[**sum**]** **=** i**;**

**}**

**return** res**;**

**}**

**};**

### 326. Power of Three

Easy

Given an integer, write a function to determine if it is a power of three.

**Example 1:**

**Input:** 27

**Output:** true

**Example 2:**

**Input:** 0

**Output:** false

**Example 3:**

**Input:** 9

**Output:** true

**Example 4:**

**Input:** 45

**Output:** false

**Follow up:**  
Could you do it without using any loop / recursion?

class Solution **{**

public**:**

bool isPowerOfThree**(**int n**)** **{**

**if(**n **<=** 0**)** **return** **false;**

**return** pow**(**3**,** **(**int**)(**log10**(**n**)** **/** log10**(**3**)+**0.5**)** **)** **==** n**;**

// return n > 0 && (1162261467 % n == 0);

**}**

**};**

### 327. Count of Range Sum★★

Hard

Given an integer array nums, return the number of range sums that lie in [lower, upper] inclusive.  
Range sum S(i, j) is defined as the sum of the elements in nums between indices i and j (i ≤ j), inclusive.

**Note:**  
A naive algorithm of *O*(*n*2) is trivial. You MUST do better than that.

**Example:**

**Input:** *nums* = [-2,5,-1], *lower* = -2, *upper* = 2,

**Output:** 3

**Explanation:** The three ranges are : [0,0], [2,2], [0,2] and their respective sums are: -2, -1, 2.

class Solution {

public:

    using vecIter = vector<long long>::iterator;

    int countRangeSum(vector<int>& nums, int lower, int upper) {

        int n = nums.size();

        vector<long long> sum(n+1, 0);

        for (int i = 1; i <= n; i++) sum[i] = sum[i-1] + nums[i-1];

        merge\_sort(sum.begin(), sum.end(), lower, upper);

        return res;

    }

private:

    int res = 0;

    void merge\_sort(vecIter l, vecIter r, int lower, int upper) {

        if (l + 1 < r) {

            auto mid = l + distance(l, r) / 2;

            merge\_sort(l, mid, lower, upper);

            merge\_sort(mid, r, lower, upper);

            merge(l, r, lower, upper);

        }

    }

    void merge(vecIter l, vecIter r, int lower, int upper) {

        auto mid = l + distance(l, r) / 2;

        auto p = l, Low = mid, Up = mid;

        while (p < mid) {

            while (Low < r && \*Low - \*p < lower) ++Low;

            while (Up < r && \*Up - \*p <= upper) ++Up;

            res += Up-Low;

            p++;

        }

        inplace\_merge(l, mid, r);

    }

};

### 328. Odd Even Linked List

Medium

Given a singly linked list, group all odd nodes together followed by the even nodes. Please note here we are talking about the node number and not the value in the nodes.

You should try to do it in place. The program should run in O(1) space complexity and O(nodes) time complexity.

**Example 1:**

**Input:** 1->2->3->4->5->NULL

**Output:** 1->3->5->2->4->NULL

**Example 2:**

**Input:** 2->1->3->5->6->4->7->NULL

**Output:** 2->3->6->7->1->5->4->NULL

**Note:**

* The relative order inside both the even and odd groups should remain as it was in the input.
* The first node is considered odd, the second node even and so on ...

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** oddEvenList**(**ListNode**\*** head**)** **{**

**}**

**};**

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** oddEvenList**(**ListNode**\*** head**)** **{**

ListNode **\***even **=** **new** ListNode**(-**1**),** **\***odd **=** **new** ListNode**(-**1**);**

ListNode **\***q **=** even**,** **\***p **=** odd**,** **\***t **=** head**;**

**while** **(**t**)** **{**

p**->**next **=** t**;**

p **=** t**;**

t **=** t**->**next**;**

q**->**next **=** t**;**

q **=** t**;**

**if(**t**)** t **=** t**->**next**;**

**}**

p**->**next **=** even**->**next**;**

**return** odd**->**next**;**

**}**

**};**

### 329. Longest Increasing Path in a Matrix

Hard

Given an integer matrix, find the length of the longest increasing path.

From each cell, you can either move to four directions: left, right, up or down. You may NOT move diagonally or move outside of the boundary (i.e. wrap-around is not allowed).

**Example 1:**

**Input:** nums =

[

[9,9,4],

[6,6,8],

[2,1,1]

]

**Output:** 4

**Explanation:** The longest increasing path is [1, 2, 6, 9].

**Example 2:**

**Input:** nums =

[

[3,4,5],

[3,2,6],

[2,2,1]

]

**Output:** 4

**Explanation:** The longest increasing path is [3, 4, 5, 6]. Moving diagonally is not allowed.

class Solution {

public:

    int longestIncreasingPath(vector<vector<int>>& matrix) {

        if (matrix.empty()) return 0;

        int n = matrix.size(), m = matrix[0].size();

        vector<vector<int>> dp(n, vector<int>(m, 0));

        int ret = 0;

        for (int i = 0; i < n; ++i) {

            for (int j = 0; j < m; ++j) {

                ret = max(ret, dfs(i, j, n, m, matrix, dp));

            }

        }

        return ret;

    }

private:

    const vector<pair<int, int>> dirs = {{-1,0},{1,0},{0 1}, {0,-1}};

int dfs(int x, int y, int n, int m, vector<vector<int>>& matrix,

vector<vector<int>> &dp) {

        if (dp[x][y]) return dp[x][y];

        for (auto [dx, dy] : dirs) {

            int xx = x + dx, yy = y + dy;

            if (xx < 0 || xx >= n || yy < 0 || yy >= m) continue;

            if (matrix[xx][yy] <= matrix[x][y]) continue;

            dp[x][y] = max(dp[x][y], dfs(xx, yy, n, m, matrix, dp));

        }

        return ++dp[x][y];

    }

};

### 330. Patching Array★★

Hard

Given a sorted positive integer array *nums* and an integer *n*, add/patch elements to the array such that any number in range [1, n] inclusive can be formed by the sum of some elements in the array. Return the minimum number of patches required.

**Example 1:**

**Input:** *nums* = [1,3], *n* = 6

**Output:** 1

**Explanation:**

Combinations of *nums* are [1], [3], [1,3], which form possible sums of: 1, 3, 4.

Now if we add/patch 2 to *nums*, the combinations are: [1], [2], [3], [1,3], [2,3], [1,2,3].

Possible sums are 1, 2, 3, 4, 5, 6, which now covers the range [1, 6].

So we only need 1 patch.

**Example 2:**

**Input:** *nums* = [1,5,10], *n* = 20

**Output:** 2

**Explanation:** The two patches can be [2, 4].

**Example 3:**

**Input:** *nums* = [1,2,2], *n* = 5

**Output:** 0

class Solution **{**

public**:**

int minPatches**(**vector**<**int**>&** nums**,** int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minPatches**(**vector**<**int**>&** nums**,** int n**)** **{**

int cnt **=** 0**,** i **=** 0**;**

long long maxNum **=** 1**;**

**while** **(**maxNum **<=** n**)** **{**

**if** **(**i **<** nums**.**size**()** **&&** nums**[**i**]** **<=** maxNum**)**

maxNum **+=** nums**[**i**++];**

**else** **{**

maxNum **\*=** 2**;**

cnt**++;**

**}**

**}**

**return** cnt**;**

**}**

**};**

### 331. Verify Preorder Serialization of a Binary Tree

Medium

One way to serialize a binary tree is to use pre-order traversal. When we encounter a non-null node, we record the node's value. If it is a null node, we record using a sentinel value such as #.

9

/ \

3 2

/ \ / \

4 1 # 6

/ \ / \ / \

# # # # # #

For example, the above binary tree can be serialized to the string "9,3,4,#,#,1,#,#,2,#,6,#,#", where # represents a null node.

Given a string of comma separated values, verify whether it is a correct preorder traversal serialization of a binary tree. Find an algorithm without reconstructing the tree.

Each comma separated value in the string must be either an integer or a character '#' representing null pointer.

You may assume that the input format is always valid, for example it could never contain two consecutive commas such as "1,,3".

**Example 1:**

**Input:** "9,3,4,#,#,1,#,#,2,#,6,#,#"

**Output:** true

**Example 2:**

**Input:** "1,#"

**Output:** false

**Example 3:**

**Input:** "9,#,#,1"

**Output:** false

class Solution **{**

public**:**

bool isValidSerialization**(**string preorder**)** **{**

stack**<**bool**>** stk**;**

stringstream ss**(**preorder**+**','**);**

char c**;**

**while** **(**ss **>>** c**)** **{**

bool Isdigit **=** isdigit**(**c**);**

**while(**c **!=** ','**)** ss **>>** c**;**

**if** **(!**insert**(**stk**,** Isdigit**))** **return** **false;**

**}**

**return** stk**.**size**()** **==** 1 **&&** stk**.**top**()** **==** **false;**

**}**

private**:**

bool insert**(**stack**<**bool**>** **&**stk**,** bool Isdigit**)** **{**

**if** **(**Isdigit**)** stk**.**push**(true);**

**else** **if** **(!**stk**.**empty**()** **&&** stk**.**top**()** **==** **false)** **{**

stk**.**pop**();**

**if** **(**stk**.**empty**()** **||** stk**.**top**()** **!=** **true)** **return** **false;**

stk**.**pop**();**

**return** insert**(**stk**,** Isdigit**);**

**}**

**else** stk**.**push**(false);**

**return** **true;**

**}**

**};**

### 332. Reconstruct Itinerary★★

Medium

Given a list of airline tickets represented by pairs of departure and arrival airports [from, to], reconstruct the itinerary in order. All of the tickets belong to a man who departs from JFK. Thus, the itinerary must begin with JFK.

**Note:**

1. If there are multiple valid itineraries, you should return the itinerary that has the smallest lexical order when read as a single string. For example, the itinerary ["JFK", "LGA"] has a smaller lexical order than ["JFK", "LGB"].
2. All airports are represented by three capital letters (IATA code).
3. You may assume all tickets form at least one valid itinerary.

**Example 1:**

**Input:** [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]

**Output:** ["JFK", "MUC", "LHR", "SFO", "SJC"]

**Example 2:**

**Input:** [["JFK","SFO"],["JFK","ATL"],["SFO","ATL"],["ATL","JFK"],["ATL","SFO"]]

**Output:** ["JFK","ATL","JFK","SFO","ATL","SFO"]

**Explanation:** Another possible reconstruction is ["JFK","SFO","ATL","JFK","ATL","SFO"].

  But it is larger in lexical order.

class Solution **{**

public**:**

// fleury's algorithm or Hierholzer algorithm

vector**<**string**>** findItinerary**(**vector**<**vector**<**string**>>** **&**tickets**)** **{**

**for** **(**auto e **:** tickets**)**

graph**[**e**[**0**]].**push**(**e**[**1**]);**

dfs**(**"JFK"**);**

reverse**(**res**.**begin**(),** res**.**end**());**

**return** res**;**

**}**

private**:**

unordered\_map**<**string**,** priority\_queue**<**string**,** vector**<**string**>,** greater**<**string**>>>** graph**;**

vector**<**string**>** res**;**

void dfs**(**string from**)** **{**

auto **&**edges **=** graph**[**from**];**

**while** **(!**edges**.**empty**())** **{**

string to **=** edges**.**top**();**

edges**.**pop**();**

dfs**(**to**);**

**}**

res**.**push\_back**(**from**);**

**}**

**};**

### 333. Largest BST Subtree

Given a binary tree, find the largest subtree which is a Binary Search Tree (BST), where largest means subtree with largest number of nodes in it.

**Note:**  
A subtree must include all of its descendants.

**Example:**

**Input:** [10,5,15,1,8,null,7]

10

/ \

5 15

/ \ \

1 8 7

**Output:** 3

**Explanation:** The Largest BST Subtree in this case is the highlighted one.

The return value is the subtree's size, which is 3.

**Follow up:**  
Can you figure out ways to solve it with O(n) time complexity?

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \*     int val;

 \*     TreeNode \*left;

 \*     TreeNode \*right;

 \*     TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

class Solution {

public:

    int largestBSTSubtree(TreeNode\* root) {

        int sum = 0, Min = INT\_MAX, Max = INT\_MIN;

        dfs(root, Min, Max, sum);

        return res;

    }

private:

    int res = 0;

    bool dfs(TreeNode \*root, int &Min, int &Max, int &sum) {

        if (root == nullptr) {

            Min = INT\_MAX, Max = INT\_MIN, sum = 0;

            return true;

        }

        int l\_sum = 0, r\_sum = 0;

        int l\_min = INT\_MAX, r\_min  = INT\_MAX；

        int l\_max = INT\_MIN, r\_max  = INT\_MIN;

        bool l\_tree = dfs(root->left, l\_min, l\_max, l\_sum);

        bool r\_tree = dfs(root->right, r\_min, r\_max, r\_sum);

        Min = min(Min, min(root->val, l\_min));

        Max = max(Max, max(root->val, r\_max));

       if (l\_tree && r\_tree && l\_max < root->val && r\_min > root->val){

            res = max(res, sum = l\_sum + r\_sum+1);

            return true;

        }

        return false;

    }

};

### 334. Increasing Triplet Subsequence

Medium

Given an unsorted array return whether an increasing subsequence of length 3 exists or not in the array.

Formally the function should:

Return true if there exists *i, j, k*   
such that *arr[i]* < *arr[j]* < *arr[k]* given 0 ≤ *i* < *j* < *k* ≤ *n*-1 else return false.

**Note:** Your algorithm should run in O(*n*) time complexity and O(*1*) space complexity.

**Example 1:**

**Input:** [1,2,3,4,5]

**Output:** true

**Example 2:**

**Input:** [5,4,3,2,1]

**Output:** false

class Solution **{**

public**:**

bool increasingTriplet**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool increasingTriplet**(**vector**<**int**>&** nums**)** **{**

int i **=** INT\_MAX**,** j **=** INT\_MAX**;**

**for** **(**auto **&**a **:** nums**)** **{**

**if** **(**a **<=** i**)** i **=** a**;**

**else** **if (**a **<=** j**)** j **=** a**;**

**else** **return** **true;**

**}**

**return** **false;**

**}**

**};**

### 335. Self Crossing★★

Hard

You are given an array *x* of n positive numbers. You start at point (0,0) and moves x[0] metres to the north, then x[1] metres to the west, x[2] metres to the south, x[3] metres to the east and so on. In other words, after each move your direction changes counter-clockwise.

Write a one-pass algorithm with O(1) extra space to determine, if your path crosses itself, or not.

**Example 1:**

**┌───┐**

**│   │**

**└───┼──>**

**│**

**Input:** [2,1,1,2]

**Output:** true

**Example 2:**

**┌──────┐**

**│      │**

**│**

**│**

**└────────────>**

**Input:** [1,2,3,4]

**Output:** false

**Example 3:**

**┌───┐**

**│   │**

**└───┼>**

**Input:** [1,1,1,1]

**Output:** true

class Solution {

public:

    bool isSelfCrossing(vector<int>& x) {

        x.insert(x.begin(), 4, 0);

        int i = 4, n = x.size();

        while (i < n && x[i] > x[i-2]) ++i; //逐渐变大

        if (i == n) return false;

        if (x[i] >= x[i-2] - x[i-4]) x[i-1] -= x[i-3];

        ++i;  // [3, 3, 3, 2, 1, 1] 没有的话相等时会出错

        while (i < n && x[i] < x[i-2]) ++i; //逐渐变小

        return i != n;

    }

};

### 336. Palindrome Pairs★★

Hard

Given a list of **unique** words, find all pairs of ***distinct*** indices (i, j) in the given list, so that the concatenation of the two words, i.e. words[i] + words[j] is a palindrome.

**Example 1:**

**Input:** ["abcd","dcba","lls","s","sssll"]

**Output:** [[0,1],[1,0],[3,2],[2,4]]

**Explanation:** The palindromes are ["dcbaabcd","abcddcba","slls","llssssll"]

**Example 2:**

**Input:** ["bat","tab","cat"]

**Output:** [[0,1],[1,0]]

**Explanation:** The palindromes are ["battab","tabbat"]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** palindromePairs**(**vector**<**string**>&** words**)** **{**

vector**<**vector**<**int**>>** res**;**

unordered\_map**<**string**,** int**>** dict**;**

int i**,** j**,** n **=** words**.**size**();**

**for(**i **=** 0**;** i **<** n**;** i**++)** **{**

string t **=** words**[**i**];**

reverse**(**t**.**begin**(),** t**.**end**());**

dict**[**t**]** **=** i**;**

**}**

**for(**i **=** 0**;** i **<** n**;** i**++)** **{**

**for(**j **=** 0**;** j **<** words**[**i**].**size**();** j**++)** **{**

string left **=** words**[**i**].**substr**(**0**,** j**);**

string right **=** words**[**i**].**substr**(**j**);**

**if(**dict**.**count**(**left**)** **&&** dict**[**left**]** **!=** i **&&** isPalindrome**(**right**)){**

res**.**push\_back**({**i**,** dict**[**left**]});**

**if** **(**left**.**empty**())** res**.**push\_back**({**dict**[**left**],** i**});**

**}**

**if** **(**dict**.**count**(**right**)** **&&** dict**[**right**]** **!=** i

**&&** isPalindrome**(**left**))** **{**

res**.**push\_back**({**dict**[**right**],** i**});**

**}**

**}**

**}**

**return** res**;**

**}**

private**:**

bool isPalindrome**(**string s**)** **{**

int start**,** end**,** n **=** s**.**size**();**

**for(**start **=** 0**,** end **=** n **-** 1**;** start **<** end**;** start**++,** end**--)** **{**

**if(**s**[**start**]** **!=** s**[**end**])**

**return** **false;**

**}**

**return** **true;**

**}**

**};**

### 337. House Robber III★★

Medium

The thief has found himself a new place for his thievery again. There is only one entrance to this area, called the "root." Besides the root, each house has one and only one parent house. After a tour, the smart thief realized that "all houses in this place forms a binary tree". It will automatically contact the police if two directly-linked houses were broken into on the same night.

Determine the maximum amount of money the thief can rob tonight without alerting the police.

**Example 1:**

**Input:** [3,2,3,null,3,null,1]

3

/ \

2 3

\ \

3 1

**Output:** 7

**Explanation:** Maximum amount of money the thief can rob = 3 + 3 + 1 = **7**.

**Example 2:**

**Input:** [3,4,5,1,3,null,1]

  3

/ \

4 5

/ \ \

1 3 1

**Output:** 9

**Explanation:** Maximum amount of money the thief can rob = 4 + 5 = **9**.

class Solution {

public:

    using pii =  pair<int,int>;

    int rob(TreeNode\* root) {

        pii res = dfs(root);

        return max(res.first, res.second);

    }

private:

    map<TreeNode\*, pii> mp;

    pii dfs(TreeNode\* p) {

        if (!p) return {0, 0};

        if (mp.count(p)) return mp[p];

        pii ret(0, p->val);

        if (p->left) {

            auto t = dfs(p->left);

            ret.first += max(t.first, t.second);

            ret.second += t.first;

        }

        if (p->right) {

            auto t = dfs(p->right);

            ret.first += max(t.first, t.second);

            ret.second += t.first;

        }

        return mp[p] = ret;

    }

};

### 338. Counting Bits★★

Medium

Given a non negative integer number **num**. For every numbers **i** in the range **0 ≤ i ≤ num** calculate the number of 1's in their binary representation and return them as an array.

**Example 1:**

**Input:** 2

**Output:** [0,1,1]

**Example 2:**

**Input:** 5

**Output:** [0,1,1,2,1,2]

**Follow up:**

* It is very easy to come up with a solution with run time **O(n\*sizeof(integer))**. But can you do it in linear time **O(n)** /possibly in a single pass?
* Space complexity should be **O(n)**.
* Can you do it like a boss? Do it without using any builtin function like **\_\_builtin\_popcount** in c++ or in any other language.

class Solution **{**

public**:**

vector**<**int**>** countBits**(**int num**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** countBits**(**int num**)** **{**

vector**<**int**>** res**(**num **+** 1**,** 0**);**

**for** **(**int i **=** 1**;** i **<=** num**;** **++**i**)** **{**

res**[**i**]** **=** res**[**i **>>** 1**]** **+** **(**i **&** 1**);**

**}**

**return** res**;**

**}**

**};**

### 339. Nested List Weight Sum

Given a nested list of integers, return the sum of all integers in the list weighted by their depth.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Example 1:**

**Input:** [[1,1],2,[1,1]]

**Output:** 10

**Explanation:** Four 1's at depth 2, one 2 at depth 1.

**Example 2:**

**Input:** [1,[4,[6]]]

**Output:** 27

**Explanation:** One 1 at depth 1, one 4 at depth 2, and one 6 at depth 3; 1 + 4\*2 + 6\*3 = 27.

/\*\*

\* // This is the interface that allows for creating nested lists.

\* // You should not implement it, or speculate about its implementation

\* class NestedInteger {

\* public:

\* // Constructor initializes an empty nested list.

\* NestedInteger();

\*

\* // Constructor initializes a single integer.

\* NestedInteger(int value);

\*

\* // Return true if this NestedInteger holds a single integer, rather than a nested list.

\* bool isInteger() const;

\*

\* // Return the single integer that this NestedInteger holds, if it holds a single integer

\* // The result is undefined if this NestedInteger holds a nested list

\* int getInteger() const;

\*

\* // Set this NestedInteger to hold a single integer.

\* void setInteger(int value);

\*

\* // Set this NestedInteger to hold a nested list and adds a nested integer to it.

\* void add(const NestedInteger &ni);

\*

\* // Return the nested list that this NestedInteger holds, if it holds a nested list

\* // The result is undefined if this NestedInteger holds a single integer

\* const vector<NestedInteger> &getList() const;

\* };

\*/

class Solution **{**

public**:**

int depthSum**(**vector**<**NestedInteger**>&** nestedList**)** **{**

**}**

**};**

class Solution **{**

public**:**

int depthSum**(**vector**<**NestedInteger**>&** nestedList**)** **{**

**return** dfs**(**1**,** nestedList**);**

**}**

private**:**

int dfs**(**int depth**,** vector**<**NestedInteger**>&** nestedList**)** **{**

int ret **=** 0**;**

**for** **(**auto **&**nest **:** nestedList**)** **{**

**if** **(**nest**.**isInteger**())** ret **+=** depth**\***nest**.**getInteger**();**

**else** ret **+=** dfs**(**depth**+**1**,** nest**.**getList**());**

**}**

**return** ret**;**

**}**

**};**

### 340. Longest Substring with At Most K Distinct Characters

Given a string, find the length of the longest substring T that contains at most *k* distinct characters.

**Example 1:**

**Input:** s = "eceba", k = 2

**Output:** 3

**Explanation:** T is "ece" which its length is 3.

**Example 2:**

**Input:** s = "aa", k = 1

**Output:** 2

**Explanation:** T is "aa" which its length is 2.

class Solution **{**

public**:**

int lengthOfLongestSubstringKDistinct**(**string s**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

int lengthOfLongestSubstringKDistinct**(**string s**,** int k**)** **{**

int res **=** 0**,** left **=** 0**,** n **=** s**.**size**();**

unordered\_map**<**char**,** int**>** m**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

**++**m**[**s**[**i**]];**

**while** **(**m**.**size**()** **>** k**)** **{**

**if** **(--**m**[**s**[**left**]]** **==** 0**)** m**.**erase**(**s**[**left**]);**

**++**left**;**

**}**

res **=** max**(**res**,** i **-** left **+** 1**);**

**}**

**return** res**;**

**}**

**};**

### 341. Flatten Nested List Iterator

Medium

Given a nested list of integers, implement an iterator to flatten it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Example 1:**

**Input:** [[1,1],2,[1,1]]

**Output:** [1,1,2,1,1]

**Explanation:** By calling *next* repeatedly until *hasNext* returns false,

  the order of elements returned by *next* should be: [1,1,2,1,1].

**Example 2:**

**Input:** [1,[4,[6]]]

**Output:** [1,4,6]

**Explanation:** By calling *next* repeatedly until *hasNext* returns false,

  the order of elements returned by *next* should be: [1,4,6].

/\*\*

\* // This is the interface that allows for creating nested lists.

\* // You should not implement it, or speculate about its implementation

\* class NestedInteger {

\* public:

\* // Return true if this NestedInteger holds a single integer, rather than a nested list.

\* bool isInteger() const;

\*

\* // Return the single integer that this NestedInteger holds, if it holds a single integer

\* // The result is undefined if this NestedInteger holds a nested list

\* int getInteger() const;

\*

\* // Return the nested list that this NestedInteger holds, if it holds a nested list

\* // The result is undefined if this NestedInteger holds a single integer

\* const vector<NestedInteger> &getList() const;

\* };

\*/

class NestedIterator {

public:

    NestedIterator(vector<NestedInteger> &nestedList) {

        int n = nestedList.size();

        for(int i = n-1; i >= 0; --i) {

            stk.push(nestedList[i]);

        }

    }

    int next() {

        int result = stk.top().getInteger();

        stk.pop();

        return result;

    }

    bool hasNext() {

        while (!stk.empty()) {

            auto cur = stk.top();

            if (cur.isInteger()) return true;

            stk.pop();

            auto &adjs = cur.getList();

            int n = adjs.size();

            for (int i = n-1; i >= 0; --i) stk.push(adjs[i]);

        }

        return false;

    }

private:

    stack<NestedInteger> stk;

};

### 342. Power of Four

Easy

Given an integer (signed 32 bits), write a function to check whether it is a power of 4.

**Example 1:**

**Input:** 16

**Output:** true

**Example 2:**

**Input:** 5

**Output:** false

**Follow up**: Could you solve it without loops/recursion?

class Solution {

public:

//(2^n - 1) % 3 = Σ(iCn \* 3^n \* (-1)^(n-i)) % 3 =  ((-1)^n - 1) % 3

    bool isPowerOfFour(int num) {

        return num > 0 && (num & (num - 1)) == 0 && (num - 1) % 3 == 0;//return (num>0) && ((num&(num-1))==0) && ((num&0x55555555)==num);

    }

};

### 343. Integer Break

Medium

Given a positive integer *n*, break it into the sum of **at least** two positive integers and maximize the product of those integers. Return the maximum product you can get.

**Example 1:**

**Input:** 2

**Output:** 1

**Explanation:** 2 = 1 + 1, 1 × 1 = 1.

**Example 2:**

**Input:** 10

**Output:** 36

**Explanation:** 10 = 3 + 3 + 4, 3 × 3 × 4 = 36.

**Note**: You may assume that *n* is not less than 2 and not larger than 58.

class Solution {

public:

    int integerBreak(int n) {

        if (n <= 3) return n - 1;

        int a = n / 3, b = n % 3;

        if (b == 0) return pow(3, a);

        else if (b == 1) return pow(3, a - 1) \* 4;

        else return pow(3, a) \* 2;

    }

};

class Solution {

public:

    int integerBreak(int n) {

        if (n <= 3) return n-1;

        vector<int> dp(n+1, 0);

        dp[1] = 1, dp[2] = 2, dp[3] = 3;

        for (int i = 4; i <= n; ++i) {

            for (int j = 2; j < i; ++j) {

                dp[i] = max(dp[i], j \* dp[i-j]);

            }

        }

        return dp[n];

    }

};

### 344. Reverse String

Easy

Write a function that reverses a string. The input string is given as an array of characters char[].

Do not allocate extra space for another array, you must do this by **modifying the input array**[**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm) with O(1) extra memory.

You may assume all the characters consist of [printable ascii characters](https://en.wikipedia.org/wiki/ASCII#Printable_characters).

**Example 1:**

**Input:** ["h","e","l","l","o"]

**Output:** ["o","l","l","e","h"]

**Example 2:**

**Input:** ["H","a","n","n","a","h"]

**Output:** ["h","a","n","n","a","H"]

class Solution **{**

public**:**

void reverseString**(**vector**<**char**>&** s**)** **{**

int i **=** 0**,** j **=** s**.**size**()-**1**;**

**while** **(**i **<** j**)** **{**

swap**(**s**[**i**++],** s**[**j**--]);**

**}**

**}**

**};**

### 345. Reverse Vowels of a String

Easy

Write a function that takes a string as input and reverse only the vowels of a string.

**Example 1:**

**Input:** "hello"

**Output:** "holle"

**Example 2:**

**Input:** "leetcode"

**Output:** "leotcede"

**Note:**  
The vowels does not include the letter "y".

class Solution **{**

public**:**

string reverseVowels**(**string s**)** **{**

int i **=** 0**,** j **=** s**.**size**()-**1**;**

**while** **(**i **<** j**)** **{**

i **=** s**.**find\_first\_of**(**"aeiouAEIOU"**,** i**);**

j **=** s**.**find\_last\_of**(**"aeiouAEIOU"**,** j**);**

**if** **(**i **<** j**)** swap**(**s**[**i**++],** s**[**j**--]);**

**}**

**return** s**;**

**}**

**};**

### 346. Moving Average from Data Stream

Given a stream of integers and a window size, calculate the moving average of all integers in the sliding window.

**Example:**

MovingAverage m = new MovingAverage(3);

m.next(1) = 1

m.next(10) = (1 + 10) / 2

m.next(3) = (1 + 10 + 3) / 3

m.next(5) = (10 + 3 + 5) / 3

class MovingAverage **{**

public**:**

/\*\* Initialize your data structure here. \*/

MovingAverage**(**int size**)** **{**

**this->**size **=** size**;**

**}**

double next**(**int val**)** **{**

q**.**push**(**val**);**

**if** **(**q**.**size**()** **>** size**)** **{**

sum **-=** q**.**front**();**

q**.**pop**();**

**}**

**return** **(**sum **+=** val**)/**q**.**size**();**

**}**

private**:**

int size**;**

double sum **=** 0**;**

queue**<**int**>** q**;**

**};**

### 347. Top K Frequent Elements★★

Medium

Given a non-empty array of integers, return the ***k*** most frequent elements.

**Example 1:**

**Input:** nums = [1,1,1,2,2,3], k = 2

**Output:** [1,2]

**Example 2:**

**Input:** nums = [1], k = 1

**Output:** [1]

**Note:**

* You may assume *k* is always valid, 1 ≤ *k* ≤ number of unique elements.
* Your algorithm's time complexity **must be** better than O(*n* log *n*), where *n* is the array's size.

class Solution **{**

public**:**

vector**<**int**>** topKFrequent**(**vector**<**int**>&** nums**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** topKFrequent**(**vector**<**int**> &**nums**,** int k**)** **{**

unordered\_map**<**int**,** int**>** counts**;**

**for(**auto i **:** nums**)** **++**counts**[**i**];**

vector**<**vector**<**int**>>** buckets**(**nums**.**size**()** **+** 1**);**

**for(**auto **&**k **:** counts**)** buckets**[**k**.**second**].**push\_back**(**k**.**first**);**

vector**<**int**>** res**;**

**for(**int t **=** buckets**.**size**()-**1**;** t **>=** 0**;** t**--)** **{**

**for(**auto i **:** buckets**[**t**])** **{**

res**.**push\_back**(**i**);**

**if** **(**res**.**size**()** **==** k**)** **return** res**;**

**}**

**}**

**return** res**;**

**}**

**};**

### 348. Design Tic-Tac-Toe

Design a Tic-tac-toe game that is played between two players on a *n* x *n* grid.

You may assume the following rules:

1. A move is guaranteed to be valid and is placed on an empty block.
2. Once a winning condition is reached, no more moves is allowed.
3. A player who succeeds in placing *n* of their marks in a horizontal, vertical, or diagonal row wins the game.

**Example:**

Given *n* = 3, assume that player 1 is "X" and player 2 is "O" in the board.

TicTacToe toe = new TicTacToe(3);

toe.move(0, 0, 1); -> Returns 0 (no one wins)

|X| | |

| | | | // Player 1 makes a move at (0, 0).

| | | |

toe.move(0, 2, 2); -> Returns 0 (no one wins)

|X| |O|

| | | | // Player 2 makes a move at (0, 2).

| | | |

toe.move(2, 2, 1); -> Returns 0 (no one wins)

|X| |O|

| | | | // Player 1 makes a move at (2, 2).

| | |X|

toe.move(1, 1, 2); -> Returns 0 (no one wins)

|X| |O|

| |O| | // Player 2 makes a move at (1, 1).

| | |X|

toe.move(2, 0, 1); -> Returns 0 (no one wins)

|X| |O|

| |O| | // Player 1 makes a move at (2, 0).

|X| |X|

toe.move(1, 0, 2); -> Returns 0 (no one wins)

|X| |O|

|O|O| | // Player 2 makes a move at (1, 0).

|X| |X|

toe.move(2, 1, 1); -> Returns 1 (player 1 wins)

|X| |O|

|O|O| | // Player 1 makes a move at (2, 1).

|X|X|X|

**Follow up:**  
Could you do better than O(*n*2) per move() operation?

class TicTacToe **{**

public**:**

/\*\* Initialize your data structure here. \*/

TicTacToe**(**int n**)** **{**

**this->**n **=** n**;**

R**.**resize**(**n**,** 0**);**

C**.**resize**(**n**,** 0**);**

**}**

int move**(**int row**,** int col**,** int player**)** **{**

int add **=** **(**player **==** 2**)** **?** **-**1 **:** 1**;**

**if** **(**judge**(**row**,** add**,** R**)** **||** judge**(**col**,** add**,** C**))** **return** player**;**

**else** **if** **(**row **==** col **&&** judge\_diag**(**0**,** add**))** **return** player**;**

**else** **if** **(**row **+** col **==** n**-**1 **&&** judge\_diag**(**1**,** add**))** **return** player**;**

**else** **return** 0**;**

**}**

private**:**

int n**;**

vector**<**int**>** R**,** C**,** diag**{**0**,** 0**};**

bool judge**(**int row**,** int add**,** vector**<**int**>** **&**R**)** **{**

**if** **(**abs**(**R**[**row**]** **+=** add**)** **==** n**)** **return** **true;**

**else** **return** **false;**

**}**

bool judge\_diag**(**int type**,** int add**)** **{**

**if** **(**abs**(**diag**[**type**]** **+=** add**)** **==** n**)** **return** **true;**

**else** **return** **false;**

**}**

**};**

### 349. Intersection of Two Arrays

Easy

Given two arrays, write a function to compute their intersection.

**Example 1:**

**Input:** nums1 = [1,2,2,1], nums2 = [2,2]

**Output:** [2]

**Example 2:**

**Input:** nums1 = [4,9,5], nums2 = [9,4,9,8,4]

**Output:** [9,4]

**Note:**

* Each element in the result must be unique.
* The result can be in any order.

class Solution **{**

public**:**

vector**<**int**>** intersection**(**vector**<**int**>&** nums1**,** vector**<**int**>&** nums2**)** **{**

**}**

**};**

class Solution {

public:

    vector<int> intersection(vector<int>& nums1, vector<int>& nums2) {

        sort(nums1.begin(), nums1.end());

        sort(nums2.begin(), nums2.end());

        int n1 = nums1.size(), n2 = nums2.size();

        int i1 = 0, i2 = 0;

        vector<int> res;

        while (i1 < n1 && i2 < n2){

            if (nums1[i1] == nums2[i2]) {

                res.push\_back(nums1[i1]);

                i1++; i2++;

                while (i1 < n1 && nums1[i1] == nums1[i1-1]) i1++;

                while (i2 < n2 && nums2[i2] == nums2[i2-1]) i2++;

            }

            else if(nums1[i1] > nums2[i2])  {

                i2++;

                while (i2 < n2 && nums2[i2] == nums2[i2-1]) i2++;

            }

            else {

                i1++;

                while (i1 < n1 && nums1[i1] == nums1[i1-1]) i1++;

            }

        }

        return res;

    }

};

class Solution **{**

public**:**

vector**<**int**>** intersection**(**vector**<**int**>&** nums1**,** vector**<**int**>&** nums2**)** **{**

vector**<**int**>** res**;**

unordered\_map**<**int**,** bool**>** m**;**

**for** **(**auto i **:** nums1**)** m**[**i**]** **=** **true;**

**for** **(**auto i **:** nums2**)** **if** **(**m**[**i**]){**

res**.**push\_back**(**i**);**

m**[**i**]** **=** **false;**

**}**

**return** res**;**

**}**

**};**

### 350. Intersection of Two Arrays II

Easy

Given two arrays, write a function to compute their intersection.

**Example 1:**

**Input:** nums1 = [1,2,2,1], nums2 = [2,2]

**Output:** [2,2]

**Example 2:**

**Input:** nums1 = [4,9,5], nums2 = [9,4,9,8,4]

**Output:** [4,9]

**Note:**

* Each element in the result should appear as many times as it shows in both arrays.
* The result can be in any order.

**Follow up:**

* What if the given array is already sorted? How would you optimize your algorithm?
* What if *nums1*'s size is small compared to *nums2*'s size? Which algorithm is better?
* What if elements of *nums2* are stored on disk, and the memory is limited such that you cannot load all elements into the memory at once?

class Solution **{**

public**:**

vector**<**int**>** intersect**(**vector**<**int**>&** nums1**,** vector**<**int**>&** nums2**)** **{**

**}**

**};**

class Solution {

public:

    vector<int> intersect(vector<int>& nums1, vector<int>& nums2) {

        sort(nums1.begin(), nums1.end());

        sort(nums2.begin(), nums2.end());

        int n1 = nums1.size(), n2 = nums2.size();

        int i1 = 0, i2 = 0;

        vector<int> res;

        while (i1 < n1 && i2 < n2){

            if (nums1[i1] == nums2[i2]) {

                res.push\_back(nums1[i1]);

                i1++;

                i2++;

            }

            else if(nums1[i1] > nums2[i2]) i2++;

            else i1++;

        }

        return res;

    }

};

class Solution **{**

public**:**

vector**<**int**>** intersect**(**vector**<**int**>&** nums1**,** vector**<**int**>&** nums2**)** **{**

vector**<**int**>** res**;**

unordered\_map**<**int**,** int**>** m**;**

**for** **(**auto i **:** nums1**)** m**[**i**]++;**

**for** **(**auto i **:** nums2**)** **if** **(**m**[**i**]** **>** 0**){**

res**.**push\_back**(**i**);**

m**[**i**]--;**

**}**

**return** res**;**

**}**

**};**

### [351. Android Unlock Patterns](https://leetcode-cn.com/problems/android-unlock-patterns/)

Given an Android **3x3** key lock screen and two integers **m** and **n**, where 1 ≤ m ≤ n ≤ 9, count the total number of unlock patterns of the Android lock screen, which consist of minimum of **m** keys and maximum **n** keys.

**Rules for a valid pattern:**

1. Each pattern must connect at least **m** keys and at most **n** keys.
2. All the keys must be distinct.
3. If the line connecting two consecutive keys in the pattern passes through any other keys, the other keys must have previously selected in the pattern. No jumps through non selected key is allowed.
4. The order of keys used matters.
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**Explanation:**

| 1 | 2 | 3 |

| 4 | 5 | 6 |

| 7 | 8 | 9 |

**Invalid move:** 4 - 1 - 3 - 6  
Line 1 - 3 passes through key 2 which had not been selected in the pattern.

**Invalid move:** 4 - 1 - 9 - 2  
Line 1 - 9 passes through key 5 which had not been selected in the pattern.

**Valid move:** 2 - 4 - 1 - 3 - 6  
Line 1 - 3 is valid because it passes through key 2, which had been selected in the pattern

**Valid move:** 6 - 5 - 4 - 1 - 9 - 2  
Line 1 - 9 is valid because it passes through key 5, which had been selected in the pattern.

**Example:**

**Input:** m = 1, n = 1

**Output:** 9

class Solution {

public:

    int numberOfPatterns(int m, int n) {

        vector<bool> visited(10, false);

        vector<vector<int>> jumps(10, vector<int>(10, 0));

        jumps[1][3] = jumps[3][1] = 2;

        jumps[4][6] = jumps[6][4] = 5;

        jumps[7][9] = jumps[9][7] = 8;

        jumps[1][7] = jumps[7][1] = 4;

        jumps[2][8] = jumps[8][2] = 5;

        jumps[3][9] = jumps[9][3] = 6;

        jumps[1][9] = jumps[9][1] = jumps[3][7] = jumps[7][3] = 5;

        res += helper(1, 1, m, n, jumps, visited) \* 4;

        res += helper(2, 1, m, n, jumps, visited) \* 4;

        res += helper(5, 1, m, n, jumps, visited);

        return res;

    }

private:

    int res = 0;

    int helper(int num, int len, int m, int n,vector<vector<int>>&jumps, vector<bool> &visited) {

        int ret = 0;

        if (len++ >= m) ++ret;

        if (len > n) return ret;

        visited[num] = true;

        for (int next = 1; next <= 9; ++next) {

            int jump = jumps[num][next];

            if (!visited[next] && (jump == 0 || visited[jump])) {

                ret += helper(next, len, m, n, jumps, visited);

            }

        }

        visited[num] = false;

        return ret;

    }

};

### 352. Data Stream as Disjoint Intervals

Hard

Given a data stream input of non-negative integers a1, a2, ..., an, ..., summarize the numbers seen so far as a list of disjoint intervals.

For example, suppose the integers from the data stream are 1, 3, 7, 2, 6, ..., then the summary will be:

[1, 1]

[1, 1], [3, 3]

[1, 1], [3, 3], [7, 7]

[1, 3], [7, 7]

[1, 3], [6, 7]

**Follow up:**

What if there are lots of merges and the number of disjoint intervals are small compared to the data stream's size?

class SummaryRanges {

public:

    /\*\* Initialize your data structure here. \*/

    void addNum(int val) {

        if (hash\_set.count(val)) return;

        hash\_set.insert(val);

        auto it = st.lower\_bound({val, val});

        int start = val, end = val;

        if (it != st.begin() && (\*prev(it))[1] + 1 == val) --it;

        while (it != st.end() && val+1 >= (\*it)[0]

 && val-1 <= (\*it)[1]) {

            start = min(start, (\*it)[0]);

            end = max(end, (\*it)[1]);

            it = st.erase(it);

        }

        st.insert(vector<int> {start, end});

    }

    vector<vector<int>> getIntervals() {

        return vector<vector<int>> (st.begin(), st.end());

    }

private:

    unordered\_set<int> hash\_set;

    set<vector<int>> st;

};

### [353. Design Snake Game](https://leetcode-cn.com/problems/design-snake-game/)

Design a [Snake game](https://en.wikipedia.org/wiki/Snake_(video_game)) that is played on a device with screen size = *width* x *height*. [Play the game online](http://patorjk.com/games/snake/) if you are not familiar with the game.

The snake is initially positioned at the top left corner (0,0) with length = 1 unit.

You are given a list of food's positions in row-column order. When a snake eats the food, its length and the game's score both increase by 1.

Each food appears one by one on the screen. For example, the second food will not appear until the first food was eaten by the snake.

When a food does appear on the screen, it is guaranteed that it will not appear on a block occupied by the snake.

**Example:**

Given width = 3, height = 2, and food = [[1,2],[0,1]].

Snake snake = new Snake(width, height, food);

Initially the snake appears at position (0,0) and the food at (1,2).

|S| | |

| | |F|

snake.move("R"); -> Returns 0

| |S| |

| | |F|

snake.move("D"); -> Returns 0

| | | |

| |S|F|

snake.move("R"); -> Returns 1 (Snake eats the first food and right after that, the second food appears at (0,1) )

| |F| |

| |S|S|

snake.move("U"); -> Returns 1

| |F|S|

| | |S|

snake.move("L"); -> Returns 2 (Snake eats the second food)

| |S|S|

| | |S|

snake.move("U"); -> Returns -1 (Game over because snake collides with border)

class SnakeGame {

public:

    SnakeGame(int width, int height, vector<vector<int>> &food) {

        g.resize(n = height, vector<int> (m = width, -1));

        this->food = food;

    }

    int move(string direction) {

        g[x][y] = mp[direction];

        x += dir[mp[direction]].first, y += dir[mp[direction]].second;

        if (x < 0 || x >= n || y < 0 || y >= m) return -1;

        if (k < food.size() && x == food[k][0] && y == food[k][1]) {

            k++;

            score++;

        } else{

            int new\_xx = xx + dir[g[xx][yy]].first,

new\_yy = yy + dir[g[xx][yy]].second;

            g[xx][yy] = -1;

            xx = new\_xx, yy = new\_yy;

        }

        return g[x][y] == -1 ? score : -1;

    }

private:

    map<string, int> mp{{"U", 0}, {"D", 1}, {"L", 2}, {"R", 3}};

    vector<pair<int, int>> dir{{-1, 0}, {1, 0}, {0, -1}, {0, 1}};

    int n, m, score = 0, k = 0;

    int x = 0, y = 0, xx = 0, yy = 0;

    vector<vector<int>> food, g;

};

### 354. Russian Doll Envelopes★★

Hard

You have a number of envelopes with widths and heights given as a pair of integers (w, h). One envelope can fit into another if and only if both the width and height of one envelope is greater than the width and height of the other envelope.

What is the maximum number of envelopes can you Russian doll? (put one inside other)

**Note:**  
Rotation is not allowed.

**Example:**

**Input:** [[5,4],[6,4],[6,7],[2,3]]

**Output:** 3

**Explanation: T**he maximum number of envelopes you can Russian doll is 3 ([2,3] => [5,4] => [6,7])

class Solution **{**

public**:**

int maxEnvelopes**(**vector**<**vector**<**int**>>&** envelopes**)** **{**

sort**(**envelopes**.**begin**(),** envelopes**.**end**(),** **[](**vector**<**int**>** **&**a**,** vector**<**int**>** **&**b**){**

**return** a**[**0**]** **<** b**[**0**]** **||** **(**a**[**0**]** **==** b**[**0**]** **&&** a**[**1**]** **>** b**[**1**]);**

**});**

vector**<**int**>** dp**;**

**for** **(**auto **&**v **:** envelopes**)** **{**

auto iter **=** lower\_bound**(**dp**.**begin**(),** dp**.**end**(),** v**[**1**]);**

**if** **(**iter **==** dp**.**end**())** dp**.**push\_back**(**v**[**1**]);**

**else** **if** **(**v**[**1**]** **<** **\***iter**)** **\***iter **=** v**[**1**];**

**}**

**return** dp**.**size**();**

**}**

**};**

### 355. Design Twitter

Medium

Design a simplified version of Twitter where users can post tweets, follow/unfollow another user and is able to see the 10 most recent tweets in the user's news feed. Your design should support the following methods:

1. **postTweet(userId, tweetId)**: Compose a new tweet.
2. **getNewsFeed(userId)**: Retrieve the 10 most recent tweet ids in the user's news feed. Each item in the news feed must be posted by users who the user followed or by the user herself. Tweets must be ordered from most recent to least recent.
3. **follow(followerId, followeeId)**: Follower follows a followee.
4. **unfollow(followerId, followeeId)**: Follower unfollows a followee.

**Example:**

Twitter twitter = new Twitter();

// User 1 posts a new tweet (id = 5).

twitter.postTweet(1, 5);

// User 1's news feed should return a list with 1 tweet id -> [5].

twitter.getNewsFeed(1);

// User 1 follows user 2.

twitter.follow(1, 2);

// User 2 posts a new tweet (id = 6).

twitter.postTweet(2, 6);

// User 1's news feed should return a list with 2 tweet ids -> [6, 5].

// Tweet id 6 should precede tweet id 5 because it is posted after tweet id 5.

twitter.getNewsFeed(1);

// User 1 unfollows user 2.

twitter.unfollow(1, 2);

// User 1's news feed should return a list with 1 tweet id -> [5],

// since user 1 is no longer following user 2.

twitter.getNewsFeed(1);

class Twitter {

public:

    using pii = pair<int, int>;

    void postTweet(int userId, int tweetId) {

        follow(userId, userId);

        twitter[userId].push\_back(make\_pair(timestamp++, tweetId));

    }

    vector<int> getNewsFeed(int userId) {

        auto cmp = [] (const auto &lhs, const auto &rhs) {

            return lhs.first > rhs.first;

        };

        priority\_queue<pii, vector<pii>, decltype(cmp)> pq(cmp);

        for (auto &i : user[userId]) {

            for (auto &pii : twitter[i]) {

                if (!pq.empty()  && pq.top().first > pii.first

&& pq.size() > 10) break;

                pq.push(pii);

                if (pq.size() > 10) pq.pop();

            }

        }

        vector<int> res;

        while (!pq.empty()) {

            res.push\_back(pq.top().second);

            pq.pop();

        }

        reverse(res.begin(), res.end());

        return res;

    }

    void follow(int followerId, int followeeId) {

        user[followerId].insert(followeeId);

    }

    void unfollow(int followerId, int followeeId) {

        if (followerId != followeeId) {

            user[followerId].erase(followeeId);

        }

    }

private:

    int timestamp = 0;

    unordered\_map<int, unordered\_set<int>> user;

    unordered\_map<int, vector<pair<int, int>>> twitter;

};

### [356. Line Reflection](https://leetcode-cn.com/problems/line-reflection/)

Given n points on a 2D plane, find if there is such a line parallel to y-axis that reflect the given points symmetrically, in other words, answer whether or not if there exists a line that after reflecting all points over the given line the set of the original points is the same that the reflected ones.

Note that there can be repeated points.

**Follow up:**  
Could you do better than O(*n*2) ?

**Example 1:**
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**Input:** points = [[1,1],[-1,1]]

**Output:** true

**Explanation:** We can choose the line x = 0.
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**Input:** points = [[1,1],[-1,-1]]

**Output:** false

**Explanation:** We can't choose a line.

**Constraints:**

* n == points.length
* 1 <= n <= 10^4
* -10^8 <= points[i][j] <= 10^8

class Solution {

public:

    bool isReflected(vector<vector<int>>& points) {

        unordered\_map<int, vector<int>> mp;

        for (auto v : points) {

            mp[v[1]].push\_back(v[0]);

        }

        double mid;

        bool isFirst = true;

        for (auto &i : mp) {

            vector<int> &v = i.second;

            v.erase(unique(v.begin(), v.end()), v.end());

            sort(v.begin(), v.end());

            int l = 0, r = v.size()-1;

            while (l <= r) {

                double m = (v[l++] + v[r--]) / 2.0;

                if (isFirst) {

                    mid = m;

                    isFirst = false;

                }

                if (m != mid) return false;

            }

        }

        return true;

    }

};

### 357. Count Numbers with Unique Digits

Medium

Given a **non-negative** integer n, count all numbers with unique digits, x, where 0 ≤ x < 10n.

**Example:**

**Input:** 2

**Output:** 91

**Explanation:** The answer should be the total numbers in the range of 0 ≤ x < 100,

  excluding 11,22,33,44,55,66,77,88,99

class Solution {

public:

int countNumbersWithUniqueDigits(int n) {

int res = 1;

while (n-- >= 1) {

int t = 9;

for (int i = 9; i >= 10-n; --i) {

t \*= i;

}

res += t;

}

return res;

}

};

### [358. Rearrange String k Distance Apart](https://leetcode-cn.com/problems/rearrange-string-k-distance-apart/)

Given a non-empty string **s** and an integer **k**, rearrange the string such that the same characters are at least distance **k** from each other.

All input strings are given in lowercase letters. If it is not possible to rearrange the string, return an empty string "".

**Example 1:**

**Input:** s = "aabbcc", k = 3

**Output:** "abcabc"

**Explanation:** The same letters are at least distance 3 from each other.

**Example 2:**

**Input:** s = "aaabc", k = 3

**Output:** ""

**Explanation:** It is not possible to rearrange the string.

**Example 3:**

**Input:** s = "aaadbbcc", k = 2

**Output:** "abacabcd"

**Explanation:** The same letters are at least distance 2 from each other.

class Solution {

public:

    string rearrangeString(string str, int k) {

        if (k == 0) return str;

        string res;

        int len = str.size();

        unordered\_map<char, int> mp;

        priority\_queue<pair<int, char>> pq;

        for (auto i : str) ++mp[i];

        for (auto i : mp) pq.emplace(i.second, i.first);

        while (!pq.empty()) {

            vector<pair<int, char>> v;

            int cnt = min(k, len);

            for (int i = 0; i < cnt; ++i) {

                if (pq.empty()) return "";

                auto t = pq.top();

                pq.pop();

                if (--t.first > 0) v.push\_back(t);

                res += t.second;

                --len;

            }

            for (auto a : v) pq.push(a);

        }

        return res;

    }

};

### [359. Logger Rate Limiter](https://leetcode-cn.com/problems/logger-rate-limiter/)

Design a logger system that receive stream of messages along with its timestamps, each message should be printed if and only if it is **not printed in the last 10 seconds**.

Given a message and a timestamp (in seconds granularity), return true if the message should be printed in the given timestamp, otherwise returns false.

It is possible that several messages arrive roughly at the same time.

**Example:**

Logger logger = new Logger();

// logging string "foo" at timestamp 1

logger.shouldPrintMessage(1, "foo"); returns true;

// logging string "bar" at timestamp 2

logger.shouldPrintMessage(2,"bar"); returns true;

// logging string "foo" at timestamp 3

logger.shouldPrintMessage(3,"foo"); returns false;

// logging string "bar" at timestamp 8

logger.shouldPrintMessage(8,"bar"); returns false;

// logging string "foo" at timestamp 10

logger.shouldPrintMessage(10,"foo"); returns false;

// logging string "foo" at timestamp 11

logger.shouldPrintMessage(11,"foo"); returns true;

class Logger {

public:

    Logger() {}

    bool shouldPrintMessage(int timestamp, string message) {

        if (!mp.count(message) || timestamp - mp[message] >= 10) {

            mp[message] = timestamp;

            return true;

        }

        return false;

    }

private:

    unordered\_map<string, int> mp;

};

### [360. Sort Transformed Array](https://leetcode-cn.com/problems/sort-transformed-array/)

Given a **sorted** array of integers *nums* and integer values *a*, *b* and *c*. Apply a quadratic function of the form f(*x*) = *ax*2 + *bx* + *c* to each element *x* in the array.

The returned array must be in **sorted order**.

Expected time complexity: **O(*n*)**

**Example 1:**

**Input:** nums = [-4,-2,2,4], a = 1, b = 3, c = 5

**Output:** [3,9,15,33]

**Example 2:**

**Input:** nums = [-4,-2,2,4], a = -1, b = 3, c = 5

**Output:** [-23,-5,1,7]

class Solution {

public:

vector<int> sortTransformedArray(vector<int>& nums, int a, int b,

int c) {

        int n = nums.size();

        vector<int> res;

        double mid = -b / (2.0\*a);

        int high = lower\_bound(nums.begin(), nums.end(), mid)-nums.begin(), low = high-1;

        for (int i = 0; i < n; i++) {

            int x;

            if (low >= 0 && (high == n ||nums[high]+nums[low] > 2\*mid))

x = nums[low--];

            else x = nums[high++];

            res.push\_back((a\*x+b)\*x + c);

        }

        if (a < 0) reverse(res.begin(), res.end());

        return res;

    }

};

### [361. Bomb Enemy](https://leetcode-cn.com/problems/bomb-enemy/)

Given a 2D grid, each cell is either a wall 'W', an enemy 'E' or empty '0' (the number zero), return the maximum enemies you can kill using one bomb.  
The bomb kills all the enemies in the same row and column from the planted point until it hits the wall since the wall is too strong to be destroyed.  
**Note:**You can only put the bomb at an empty cell.

**Example:**

**Input:** [["0","E","0","0"],["E","0","W","E"],["0","E","0","0"]]

**Output:** 3

**Explanation:** For the given grid,

0 E 0 0

E 0 W E

0 E 0 0

Placing a bomb at (1,1) kills 3 enemies.

class Solution {

public:

    int maxKilledEnemies(vector<vector<char>>& grid) {

        if (grid.empty()) return 0;

        int n = grid.size(), m = grid[0].size(), res = 0;

        vector<int> col(n, 0), row(m, 0);

        for (int i = 0; i < n; i++) {

            for (int j = 0; j < m; j++) {

                if (grid[i][j] == 'W') {

                    row[j] = col[i] = 0;

                    continue;

                }

                if (!col[i]) {

                   for (int jj = j; jj < m && grid[i][jj] !='W'; jj++){

                       if (grid[i][jj] == 'E') col[i]++;

                   }

                }

                if (!row[j]) {

                   for (int ii = i; ii < n && grid[ii][j] !='W'; ii++){

                       if (grid[ii][j] == 'E') row[j]++;

                   }

                }

                if (grid[i][j] == '0') res = max(res, col[i]+row[j]);

            }

        }

        return res;

    }

};

### [362. Design Hit Counter](https://leetcode-cn.com/problems/design-hit-counter/)

Design a hit counter which counts the number of hits received in the past 5 minutes.

Each function accepts a timestamp parameter (in seconds granularity) and you may assume that calls are being made to the system in chronological order (ie, the timestamp is monotonically increasing). You may assume that the earliest timestamp starts at 1.

It is possible that several hits arrive roughly at the same time.

**Example:**

HitCounter counter = new HitCounter();

// hit at timestamp 1.

counter.hit(1);

// hit at timestamp 2.

counter.hit(2);

// hit at timestamp 3.

counter.hit(3);

// get hits at timestamp 4, should return 3.

counter.getHits(4);

// hit at timestamp 300.

counter.hit(300);

// get hits at timestamp 300, should return 4.

counter.getHits(300);

// get hits at timestamp 301, should return 3.

counter.getHits(301);

**Follow up:**  
What if the number of hits per second could be very large? Does your design scale?

class HitCounter {

public:

    HitCounter() {

        records.resize(300);

    }

    void hit(int timestamp) {

        int idx = timestamp % 300;

        if (records[idx].first != timestamp)

records[idx] = {timestamp, 0};

        records[idx].second++;

    }

    int getHits(int timestamp) {

        int res = 0;

        for (auto &pii : records) {

            if (timestamp - pii.first < 300) {

                res += pii.second;

            }

        }

        return res;

    }

private:

    vector<pair<int, int>> records; // time, hit

};

### 363. Max Sum of Rectangle No Larger Than K★★

Hard

Given a non-empty 2D matrix *matrix* and an integer *k*, find the max sum of a rectangle in the *matrix* such that its sum is no larger than *k*.

**Example:**

**Input:** matrix = [[1,0,1],[0,-2,3]], k = 2

**Output:** 2

**Explanation:** Because the sum of rectangle [[0, 1], [-2, 3]] is 2,

  and 2 is the max number no larger than k (k = 2).

**Note:**

1. The rectangle inside the matrix must have an area > 0.
2. What if the number of rows is much larger than the number of columns?

class Solution {

public:

    int maxSumSubmatrix(vector<vector<int>>& v, int k) {

        int n = v.size(), m = v[0].size();

        if (n > m) {

            v = rotate(v);

            swap(n, m);

        }

        int res = INT\_MIN;

        for (int i = 0; i < n; ++i) {

            vector<int> S(m, 0);

            for (int j = i; j < n; ++j) {

                for (int a = 0; a < m; ++a) S[a] += v[j][a];

                set<int> Myset{0};

                int sum = 0;

                for (auto a : S) {

                    sum += a;

                    auto it = Myset.lower\_bound(sum-k);

                    if (it != Myset.end()) {

                        res = max(res, sum - \*it);

                    }

                    Myset.insert(sum);

                }

            }

        }

        return res;

    }

private:

    vector<vector<int>> rotate(vector<vector<int>> &v) {

        int n = v.size(), m = v[0].size();

        vector<vector<int>> res(m, vector<int> (n));

        for (int i = 0; i < n; ++i) {

            for (int j = 0; j < m; ++j) {

                res[j][i] = v[i][j];

            }

        }

        return res;

    }

};

### [364. Nested List Weight Sum II](https://leetcode-cn.com/problems/nested-list-weight-sum-ii/)

Given a nested list of integers, return the sum of all integers in the list weighted by their depth.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

Different from the [previous question](https://leetcode.com/problems/nested-list-weight-sum/) where weight is increasing from root to leaf, now the weight is defined from bottom up. i.e., the leaf level integers have weight 1, and the root level integers have the largest weight.

**Example 1:**

**Input:** [[1,1],2,[1,1]]

**Output:** 8

**Explanation:** Four 1's at depth 1, one 2 at depth 2.

**Example 2:**

**Input:** [1,[4,[6]]]

**Output:** 17

**Explanation:** One 1 at depth 3, one 4 at depth 2, and one 6 at depth 1; 1\*3 + 4\*2 + 6\*1 = 17.

/\*\*

 \* // This is the interface that allows for creating nested lists.

 \* // You should not implement it, or speculate about its implementation

 \* class NestedInteger {

 \*   public:

 \*     // Constructor initializes an empty nested list.

 \*     NestedInteger();

 \*

 \*     // Constructor initializes a single integer.

 \*     NestedInteger(int value);

 \*

 \*     // Return true if this NestedInteger holds a single integer, rather than a nested list.

 \*     bool isInteger() const;

 \*

 \*     // Return the single integer that this NestedInteger holds, if it holds a single integer

 \*     // The result is undefined if this NestedInteger holds a nested list

 \*     int getInteger() const;

 \*

 \*     // Set this NestedInteger to hold a single integer.

 \*     void setInteger(int value);

 \*

 \*     // Set this NestedInteger to hold a nested list and adds a nested integer to it.

 \*     void add(const NestedInteger &ni);

 \*

 \*     // Return the nested list that this NestedInteger holds, if it holds a nested list

 \*     // The result is undefined if this NestedInteger holds a single integer

 \*     const vector<NestedInteger> &getList() const;

 \* };

 \*/

class Solution {

public:

    int depthSumInverse(vector<NestedInteger>& nestedList) {

        return -dfs(1, nestedList) + sum \*(1+Depth);

    }

private:

    int sum = 0, Depth = 0;

    int dfs(int depth, vector<NestedInteger>& nestedList) {

        Depth = max(Depth, depth);

        int ret = 0;

        for (auto &nest : nestedList) {

            if (nest.isInteger()) {

                ret += depth\*nest.getInteger();

                sum += nest.getInteger();

            }

            else ret += dfs(depth+1, nest.getList());

        }

        return ret;

    }

};

class Solution {

public:

    int depthSumInverse(vector<NestedInteger>& nestedList) {

        int unweighted = 0, weighted = 0;

        while (!nestedList.empty()) {

            vector<NestedInteger> nextLevel;

            for (auto &a : nestedList) {

                if (a.isInteger()) unweighted += a.getInteger();

                else {

                    nextLevel.insert(nextLevel.end(),

a.getList().begin(), a.getList().end());

                }

            }

            weighted += unweighted;

            nestedList = nextLevel;

        }

        return weighted;

    }

};

### 365. Water and Jug Problem

Medium

You are given two jugs with capacities *x* and *y* litres. There is an infinite amount of water supply available. You need to determine whether it is possible to measure exactly *z* litres using these two jugs.

If *z* liters of water is measurable, you must have *z* liters of water contained within **one or both buckets** by the end.

Operations allowed:

* Fill any of the jugs completely with water.
* Empty any of the jugs.
* Pour water from one jug into another till the other jug is completely full or the first jug itself is empty.

**Example 1:** (From the famous [*"Die Hard"* example](https://www.youtube.com/watch?v=BVtQNK_ZUJg))

Input: x = 3, y = 5, z = 4

Output: True

**Example 2:**

Input: x = 2, y = 6, z = 5

Output: False

class Solution **{**

public**:**

bool canMeasureWater**(**int x**,** int y**,** int z**)** **{**

**return** z **==** 0 **||** **(**z **-** x **<=** y **&&** z **%** gcd**(**x**,** y**)** **==** 0**);**

**}**

private**:**

int gcd**(**int x**,** int y**)** **{**

**return** y **==** 0 **?** x **:** gcd**(**y**,** x **%** y**);**

**}**

**};**

### [366. Find Leaves of Binary Tree](https://leetcode-cn.com/problems/find-leaves-of-binary-tree/)

Given a binary tree, collect a tree's nodes as if you were doing this: Collect and remove all leaves, repeat until the tree is empty.

**Example:**

**Input:** [1,2,3,4,5]

  1

/ \

2 3

/ \

4 5

**Output:** [[4,5,3],[2],[1]]

**Explanation:**

1. Removing the leaves [4,5,3] would result in this tree:

1

/

2

2. Now removing the leaf [2] would result in this tree:

1

3. Now removing the leaf [1] would result in the empty tree:

[]

[[3,5,4],[2],[1]], [[3,4,5],[2],[1]], etc, are also consider correct answers since per each level it doesn't matter the order on which elements are returned.

/\*\*

 \* Definition for a binary tree node.

 \* struct TreeNode {

 \*     int val;

 \*     TreeNode \*left;

 \*     TreeNode \*right;

 \*     TreeNode(int x) : val(x), left(NULL), right(NULL) {}

 \* };

 \*/

class Solution {

public:

    vector<vector<int>> findLeaves(TreeNode\* root) {

        vector<vector<int>> res;

        dfs(root);

        for (auto &it : mp) res.push\_back(it.second);

        return res;

    }

private:

    map<int, vector<int>> mp;

    int dfs(TreeNode \*p) {

        if (!p) return 0;

        int l = dfs(p->left), r = dfs(p->right);

        int depth = (!l && !r) ? 1 : max(l, r);

        mp[depth].push\_back(p->val);

        return depth+1;

    }

};

### 367. Valid Perfect Square

Easy

Given a positive integer *num*, write a function which returns True if *num* is a perfect square else False.

**Note:** **Do not** use any built-in library function such as sqrt.

**Example 1:**

**Input:** 16

**Output:** true

**Example 2:**

**Input:** 14

**Output:** false

class Solution **{**

public**:**

bool isPerfectSquare**(**int num**)** **{**

long r **=** num**;**

**while** **(**r**\***r **>** num**)**

r **=** **(**r **+** num**/**r**)** **/** 2**;**

**return** r**\***r **==** num**;**

**}**

**};**

class Solution **{**

public**:**

bool isPerfectSquare**(**int num**)** **{**

long long l **=** 0**,** r **=** num**;**

**while** **(**l **<=** r**)** **{**

auto mid **=** l **+** **(**r**-**l**)/**2**;**

auto sqmid **=** mid **\*** mid**;**

**if** **(**sqmid **==** num**)** **return** **true;**

**else** **if** **(**sqmid **<** num**)** l **=** mid **+** 1**;**

**else** r **=** mid **-** 1**;**

**}**

**return** **false;**

**}**

**};**

### 368. Largest Divisible Subset

Medium

Given a set of **distinct** positive integers, find the largest subset such that every pair (Si, Sj) of elements in this subset satisfies:

Si % Sj = 0 or Sj % Si = 0.

If there are multiple solutions, return any subset is fine.

**Example 1:**

**Input:** [1,2,3]

**Output:** [1,2] (of course, [1,3] will also be ok)

**Example 2:**

**Input:** [1,2,4,8]

**Output:** [1,2,4,8]

class Solution **{**

public**:**

vector**<**int**>** largestDivisibleSubset**(**vector**<**int**>&** nums**)** **{**

vector**<**int**>** res**;**

**if** **(**nums**.**empty**())** **return** res**;**

int n **=** nums**.**size**(),** p **=** 0**;**

sort**(**nums**.**begin**(),** nums**.**end**());**

vector**<**pair**<**int**,** int**>>** dp**(**n**);**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

dp**[**i**]** **=** **{**1**,** **-**1**};**

**for** **(**int j **=** 0**;** j **<** i**;** j**++)** **{**

**if** **(**nums**[**i**]** **%** nums**[**j**]** **==** 0**)** **{**

**if** **(**dp**[**j**].**first**+**1 **>** dp**[**i**].**first**)** **{**

dp**[**i**]** **=** **{**dp**[**j**].**first**+**1**,** j**};**

**}**

**}**

**}**

**if** **(**dp**[**i**].**first **>** dp**[**p**].**first**)** p **=** i**;**

**}**

**while** **(**p **!=** **-**1**)** **{**

res**.**push\_back**(**nums**[**p**]);**

p **=** dp**[**p**].**second**;**

**}**

**return** res**;**

**}**

**};**

### [369. Plus One Linked List](https://leetcode-cn.com/problems/plus-one-linked-list/)

Given a non-negative integer represented as **non-empty** a singly linked list of digits, plus one to the integer.

You may assume the integer do not contain any leading zero, except the number 0 itself.

The digits are stored such that the most significant digit is at the head of the list.

**Example :**

**Input:** [1,2,3]

**Output:** [1,2,4]

/\*\*

 \* Definition for singly-linked list.

 \* struct ListNode {

 \*     int val;

 \*     ListNode \*next;

 \*     ListNode(int x) : val(x), next(NULL) {}

 \* };

 \*/

class Solution {

public:

    ListNode\* plusOne(ListNode\* head) {

        ListNode \*p, \*q = new ListNode(0);

        q->next = head;

        p = head = q ;

        while (q->next) {

            q = q->next;

            if (q->val != 9) p = q;

        }

        q = p->next;

        while (q) {

            q->val = 0;

            q = q->next;

        }

        ++p->val;

        return head->val ==  0 ? head->next : head;

    }

};

### [370. Range Addition](https://leetcode-cn.com/problems/range-addition/)★★

Assume you have an array of length ***n*** initialized with all **0**'s and are given ***k*** update operations.

Each operation is represented as a triplet: **[startIndex, endIndex, inc]** which increments each element of subarray **A[startIndex ... endIndex]** (startIndex and endIndex inclusive) with **inc**.

Return the modified array after all ***k*** operations were executed.

**Example:**

**Input:** length = 5, updates = [[1,3,2],[2,4,3],[0,2,-2]]

**Output:** [-2,0,3,5,3]

**Explanation:**

Initial state:

[0,0,0,0,0]

After applying operation [1,3,2]:

[0,2,2,2,0]

After applying operation [2,4,3]:

[0,2,5,5,3]

After applying operation [0,2,-2]:

[-2,0,3,5,3]

class Solution {

public:

    vector<int> getModifiedArray(int n, vector<vector<int>> updates){

        vector<int> res(n, 0);

        for (auto &tuple : updates) {

            int start = tuple[0], end = tuple[1], val = tuple[2];

            res[start] += val;

            if (end < n - 1) res[end + 1] -= val;

        }

        partial\_sum(res.begin(), res.end(), res.begin());

        return res;

    }

};

### 371. Sum of Two Integers★★

Easy

Calculate the sum of two integers *a* and *b*, but you are **not allowed** to use the operator + and -.

**Example 1:**

**Input:** a = 1, b = 2

**Output:** 3

**Example 2:**

**Input:** a = -2, b = 3

**Output:** 1

class Solution **{**

public**:**

int getSum**(**int a**,** int b**)** **{**

**while** **(**b **!=** 0**)** **{**

int carry **=** a **&** b**;**

a **=** a **^** b**;**

b **=** **(**carry **&** 0x7fffffff**)** **<<** 1**;**

**}**

**return** a**;**

**}**

**};**

### 372. Super Pow

Medium

Your task is to calculate *ab* mod 1337 where *a* is a positive integer and *b* is an extremely large positive integer given in the form of an array.

**Example 1:**

**Input:** a = 2, b = [3]

**Output:** 8

**Example 2:**

**Input:** a = 2, b = [1,0]

**Output:** 1024

class Solution {

public:

    const int MOD = 1337;

    int superPow(int a, vector<int>& b) {

        int pre = 1;

        a %= MOD;

        for (int i = b.size()-1; i >= 0; i--) {

            int cur = POW(a, b[i]);

            pre = pre\*cur % MOD;

            a = POW(a, 10);

        }

        return pre;

    }

private:

    int POW(int x, int n) {

       int ret = 1;

       while (n--) {

           ret = ret\*x % MOD;

       }

       return ret;

    }

};

### 373. Find K Pairs with Smallest Sums★★

Medium

You are given two integer arrays **nums1** and **nums2** sorted in ascending order and an integer **k**.

Define a pair **(u,v)** which consists of one element from the first array and one element from the second array.

Find the k pairs **(u1,v1),(u2,v2) ...(uk,vk)** with the smallest sums.

**Example 1:**

**Input:** nums1 = [1,7,11], nums2 = [2,4,6], k = 3

**Output:** [[1,2],[1,4],[1,6]]

**Explanation:** The first 3 pairs are returned from the sequence:

  [1,2],[1,4],[1,6],[7,2],[7,4],[11,2],[7,6],[11,4],[11,6]

**Example 2:**

**Input:** nums1 = [1,1,2], nums2 = [1,2,3], k = 2

**Output:** [1,1],[1,1]

**Explanation:** The first 2 pairs are returned from the sequence:

  [1,1],[1,1],[1,2],[2,1],[1,2],[2,2],[1,3],[1,3],[2,3]

**Example 3:**

**Input:** nums1 = [1,2], nums2 = [3], k = 3

**Output:** [1,3],[2,3]

**Explanation:** All possible pairs are returned from the sequence: [1,3],[2,3]

class Solution {

public:

using pii = pair<int, int>;

    vector<vector<int>> kSmallestPairs(vector<int>& nums1, vector<int>& nums2, int k) {

        vector<vector<int>> res;

        if (nums1.empty() || nums2.empty()) return res;

        int n = nums1.size(), m = nums2.size();

        auto cmp = [&nums1, &nums2](const auto& lhs, const auto &rhs) {

            return nums1[lhs.first] + nums2[lhs.second]

> nums1[rhs.first] + nums2[rhs.second];

        };

        priority\_queue<pii, vector<pii>, decltype(cmp)> pq(cmp);

        for (int i = 0; i < m; ++i) pq.emplace(0, i);

        while (!pq.empty() && res.size() < k) {

            auto [x, y] = pq.top();

            res.push\_back({nums1[x], nums2[y]});

            pq.pop();

            if (x+1 < n) pq.emplace(x+1, y);

        }

        return res;

    }

};

### 374. Guess Number Higher or Lower

Easy

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to ***n***. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number is higher or lower.

You call a pre-defined API guess(int num) which returns 3 possible results (-1, 1, or 0):

-1 : My number is lower

1 : My number is higher

0 : Congrats! You got it!

**Example :**

**Input:** n = 10, pick = 6

**Output:** 6

class Solution **{**

public**:**

int guessNumber**(**int n**)** **{**

int l **=** 1**,** r **=** n**;**

**while** **(**l **<=** n**)** **{**

int mid **=** l **+** **(**r**-**l**)/**2**;**

**switch(**guess**(**mid**))** **{**

**case** 0**:** **return** mid**;** **break;**

**case** **-**1**:** r **=** mid**-**1**;** **break;**

**case** 1**:** l **=** mid**+**1**;** **break;**

**}**

**}**

**return** **-**1**;**

**}**

**};**

### 375. Guess Number Higher or Lower II★★

Medium

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to **n**. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number I picked is higher or lower.

However, when you guess a particular number x, and you guess wrong, you pay **$x**. You win the game when you guess the number I picked.

**Example:**

n = 10, I pick 8.

First round: You guess 5, I tell you that it's higher. You pay $5.

Second round: You guess 7, I tell you that it's higher. You pay $7.

Third round: You guess 9, I tell you that it's lower. You pay $9.

Game over. 8 is the number I picked.

You end up paying $5 + $7 + $9 = $21.

Given a particular **n ≥ 1**, find out how much money you need to have to guarantee a **win**.

class Solution {

public:

    int getMoneyAmount(int n) {

        dp.resize(n+1, vector<int>(n+1));

        return f(0, n);

    }

private:

    vector<vector<int>> dp;

    int f(int i, int j) {

        if (i >= j) return 0;

        else if (dp[i][j] > 0) return dp[i][j];

        else if (i == j) return dp[i][j] = i;

        dp[i][j] = INT\_MAX;

        for (int k = i; k <= j; ++k) {

            dp[i][j] = min(dp[i][j], k + max(f(i, k-1), f(k+1, j)));

        }

        return dp[i][j];

    }

};

class Solution {

public:

    /\*

        f(a, b) = min(k + max(f(a, k-1), f(k+1, b))), k = a...b

        先找交点k0

        f(a, k-1) + k单调递增， 取k = k0+1

        f(k+1, b) + k用deque维护， 取最小值

    \*/

    int getMoneyAmount(int n) {

        vector<vector<int>> dp(n + 2, vector<int>(n + 2));

        for (int b = 2; b <= n; ++b) {

            int k0 = b - 1;

            deque<pair<int, int>> v;

            for (int a = b - 1; a > 0; --a) {

                while (dp[a][k0 - 1] > dp[k0 + 1][b]) --k0;

                while(!v.empty() && v.front().first>k0) v.pop\_front();

                int vn = a + dp[a + 1][b];

                while (!v.empty() && vn<v.back().second) v.pop\_back();

                v.emplace\_back(a, vn);

                int u1 = dp[a][k0] + k0 + 1;

                int u2 = v.front().second;

                dp[a][b] = min(u1, u2);

            }

        }

        return dp[1][n];

    }

};

### 376. Wiggle Subsequence

Medium

A sequence of numbers is called a **wiggle sequence** if the differences between successive numbers strictly alternate between positive and negative. The first difference (if one exists) may be either positive or negative. A sequence with fewer than two elements is trivially a wiggle sequence.

For example, [1,7,4,9,2,5] is a wiggle sequence because the differences (6,-3,5,-7,3) are alternately positive and negative. In contrast, [1,4,7,2,5] and [1,7,4,5,5] are not wiggle sequences, the first because its first two differences are positive and the second because its last difference is zero.

Given a sequence of integers, return the length of the longest subsequence that is a wiggle sequence. A subsequence is obtained by deleting some number of elements (eventually, also zero) from the original sequence, leaving the remaining elements in their original order.

**Example 1:**

**Input:** [1,7,4,9,2,5]

**Output:** 6

**Explanation:** The entire sequence is a wiggle sequence.

**Example 2:**

**Input:** [1,17,5,10,13,15,10,5,16,8]

**Output:** 7

**Explanation:** There are several subsequences that achieve this length. One is [1,17,10,13,10,16,8].

**Example 3:**

**Input:** [1,2,3,4,5,6,7,8,9]

**Output:** 2

**Follow up:**  
Can you do it in O(*n*) time?

class Solution **{**

public**:**

int wiggleMaxLength**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**();**

**if** **(**n **<** 2**)** **return** n**;**

int down **=** 1**,** up **=** 1**;**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

**if** **(**nums**[**i**]** **>** nums**[**i**-**1**])**

up **=** down **+** 1**;**

**else** **if** **(**nums**[**i**]** **<** nums**[**i**-**1**])**

down **=** up **+** 1**;**

**}**

**return** max**(**down**,** up**);**

**}**

**};**

### 377. Combination Sum IV★★

Medium

Given an integer array with all positive numbers and no duplicates, find the number of possible combinations that add up to a positive integer target.

**Example:**

***nums*** = [1, 2, 3]

***target*** = 4

The possible combination ways are:

(1, 1, 1, 1)

(1, 1, 2)

(1, 2, 1)

(1, 3)

(2, 1, 1)

(2, 2)

(3, 1)

Note that different sequences are counted as different combinations.

Therefore the output is ***7***.

**Follow up:**  
What if negative numbers are allowed in the given array?  
How does it change the problem?  
What limitation we need to add to the question to allow negative numbers?

**Credits:**  
Special thanks to [@pbrother](https://leetcode.com/pbrother/) for adding this problem and creating all test cases.

class Solution {

public:

int combinationSum4(vector<int>& nums, int target) {

vector<unsigned int> dp(target + 1, 0);

dp[0] = 1;

for (int i = 1; i <= target; ++i) {

for (int x : nums) {

if (i >= x) dp[i] += dp[i - x];

}

}

return dp[target];

}

};

### 378. Kth Smallest Element in a Sorted Matrix

Medium

Given a *n* x *n* matrix where each of the rows and columns are sorted in ascending order, find the kth smallest element in the matrix.

Note that it is the kth smallest element in the sorted order, not the kth distinct element.

**Example:**

matrix = [

[ 1, 5, 9],

[10, 11, 13],

[12, 13, 15]

],

k = 8,

return 13.

**Note:**   
You may assume k is always valid, 1 ≤ k ≤ n2.

class Solution **{**

public**:**

struct node**{**

int x**,** y**,** value**;**

node**(**int x**,** int y**,** int value**):**x**(**x**),** y**(**y**),** value**(**value**){}**

bool **operator** **<** **(**const node **&**rhs**)** const**{**

**return** value **>** rhs**.**value**;**

**}**

**};**

int kthSmallest**(**vector**<**vector**<**int**>>&** matrix**,** int k**)** **{**

const int dx**[]** **=** **{**1**,** 0**};**

const int dy**[]** **=** **{**0**,** 1**};**

int n **=** matrix**.**size**();**

priority\_queue**<**node**>** pq**;**

pq**.**push**({**0**,** 0**,** matrix**[**0**][**0**]});**

matrix**[**0**][**0**]** **=** INT\_MIN**;**

**while(--**k**)** **{**

node t **=** pq**.**top**();**

pq**.**pop**();**

**for** **(**int i **=** 0**;** i **<** 2**;** i**++)** **{**

int x **=** t**.**x**+**dx**[**i**],** y **=** t**.**y**+**dy**[**i**];**

**if** **(**x **<** n **&&** y **<** n **&&** matrix**[**x**][**y**]** **!=** INT\_MIN**)** **{**

pq**.**push**(**node**{**x**,** y**,** matrix**[**x**][**y**]});**

matrix**[**x**][**y**]** **=** INT\_MIN**;**

**}**

**}**

**}**

**return** pq**.**top**().**value**;**

**}**

**};**

### [379. Design Phone Directory](https://leetcode-cn.com/problems/design-phone-directory/)

Design a Phone Directory which supports the following operations:

1. get: Provide a number which is not assigned to anyone.
2. check: Check if a number is available or not.
3. release: Recycle or release a number.

**Example:**

// Init a phone directory containing a total of 3 numbers: 0, 1, and 2.

PhoneDirectory directory = new PhoneDirectory(3);

// It can return any available phone number. Here we assume it returns 0.

directory.get();

// Assume it returns 1.

directory.get();

// The number 2 is available, so return true.

directory.check(2);

// It returns 2, the only number that is left.

directory.get();

// The number 2 is no longer available, so return false.

directory.check(2);

// Release number 2 back to the pool.

directory.release(2);

// Number 2 is available again, return true.

directory.check(2);

**Constraints:**

* 1 <= maxNumbers <= 10^4
* 0 <= number < maxNumbers
* The total number of call of the methods is between [0 - 20000]

class PhoneDirectory {

public:

    /\*\* Initialize your data structure here

        @param maxNumbers - The maximum numbers that can be stored in the phone directory. \*/

    PhoneDirectory(int maxNumbers) {

        for (int i = 0; i < maxNumbers; ++i) {

            unused.insert(i);

        }

    }

    /\*\* Provide a number which is not assigned to anyone.

        @return - Return an available number. Return -1 if none is available. \*/

    int get() {

        if (unused.empty()) return -1;

        int ret = \*unused.begin();

        unused.erase(ret);

        used.insert(ret);

        return ret;

    }

    /\*\* Check if a number is available or not. \*/

    bool check(int number) {

        return unused.count(number);

    }

    /\*\* Recycle or release a number. \*/

    void release(int number) {

        used.erase(number);

        unused.insert(number);

    }

private:

    unordered\_set<int> used, unused;

};

/\*\*

 \* Your PhoneDirectory object will be instantiated and called as such:

 \* PhoneDirectory\* obj = new PhoneDirectory(maxNumbers);

 \* int param\_1 = obj->get();

 \* bool param\_2 = obj->check(number);

 \* obj->release(number);

 \*/

### 380. Insert Delete GetRandom O(1) ★★

Medium

Design a data structure that supports all following operations in *average* **O(1)** time.

1. insert(val): Inserts an item val to the set if not already present.
2. remove(val): Removes an item val from the set if present.
3. getRandom: Returns a random element from current set of elements. Each element must have the **same probability** of being returned.

**Example:**

// Init an empty set.

RandomizedSet randomSet = new RandomizedSet();

// Inserts 1 to the set. Returns true as 1 was inserted successfully.

randomSet.insert(1);

// Returns false as 2 does not exist in the set.

randomSet.remove(2);

// Inserts 2 to the set, returns true. Set now contains [1,2].

randomSet.insert(2);

// getRandom should return either 1 or 2 randomly.

randomSet.getRandom();

// Removes 1 from the set, returns true. Set now contains [2].

randomSet.remove(1);

// 2 was already in the set, so return false.

randomSet.insert(2);

// Since 2 is the only number in the set, getRandom always return 2.

randomSet.getRandom();

class RandomizedSet {

public:

    /\*\* Initialize your data structure here. \*/

    RandomizedSet() {}

    /\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/

    bool insert(int val) {

        if (m.count(val)) return false;

        m[val] = nums.size();

        nums.push\_back(val);

        return true;

    }

    /\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/

    bool remove(int val) {

        if (!m.count(val)) return false;

        int pos = m[val];

        m[nums.back()] = pos;

        nums[pos] = nums.back();

        m.erase(val);

        nums.pop\_back();

        return true;

    }

    /\*\* Get a random element from the set. \*/

    int getRandom() {

        return nums[rand() % nums.size()];

    }

private:

    unordered\_map<int, int> m;  // <number, pos>

    vector<int> nums;

};

### 381. Insert Delete GetRandom O(1) - Duplicates allowed★★

Hard

Design a data structure that supports all following operations in *average* **O(1)** time.

**Note: Duplicate elements are allowed.**

1. insert(val): Inserts an item val to the collection.
2. remove(val): Removes an item val from the collection if present.
3. getRandom: Returns a random element from current collection of elements. The probability of each element being returned is **linearly related** to the number of same value the collection contains.

**Example:**

// Init an empty collection.

RandomizedCollection collection = new RandomizedCollection();

// Inserts 1 to the collection. Returns true as the collection did not contain 1.

collection.insert(1);

// Inserts another 1 to the collection. Returns false as the collection contained 1. Collection now contains [1,1].

collection.insert(1);

// Inserts 2 to the collection, returns true. Collection now contains [1,1,2].

collection.insert(2);

// getRandom should return 1 with the probability 2/3, and returns 2 with the probability 1/3.

collection.getRandom();

// Removes 1 from the collection, returns true. Collection now contains [1,2].

collection.remove(1);

// getRandom should return 1 and 2 both equally likely.

collection.getRandom();

class RandomizedCollection {

public:

    RandomizedCollection() {}

    bool insert(int val) {

        bool ret = !mp.count(val);

        mp[val].push\_back(nums.size());

        nums.emplace\_back(val, mp[val].size()-1);

        return ret;

    }

    bool remove(int val) {

        if (!mp.count(val)) return false;

        auto last = nums.back();

        mp[last.first][last.second] = mp[val].back();

        nums[mp[val].back()] = last;

        mp[val].pop\_back();

        if (mp[val].empty()) mp.erase(val);

        nums.pop\_back();

        return true;

    }

    /\*\* Get a random element from the collection. \*/

    int getRandom() {

        return nums[rand() % nums.size()].first;

    }

private:

    vector<pair<int, int>> nums;

    unordered\_map<int, vector<int>> mp;

};

### 382. Linked List Random Node★★

Medium

Given a singly linked list, return a random node's value from the linked list. Each node must have the **same probability** of being chosen.

**Follow up:**  
What if the linked list is extremely large and its length is unknown to you? Could you solve this efficiently without using extra space?

**Example:**

// Init a singly linked list [1,2,3].

ListNode head = new ListNode(1);

head.next = new ListNode(2);

head.next.next = new ListNode(3);

Solution solution = new Solution(head);

// getRandom() should return either 1, 2, or 3 randomly. Each element should have equal probability of returning.

solution.getRandom();

/\*\*

 \* Definition for singly-linked list.

 \* struct ListNode {

 \*     int val;

 \*     ListNode \*next;

 \*     ListNode(int x) : val(x), next(NULL) {}

 \* };

 \*/

class Solution {

public:

    /\*\* @param head The linked list's head.

        Note that the head is guaranteed to be not null, so it contains at least one node. \*/

    Solution(ListNode\* head) : head(head) {}

    /\*\* Returns a random node's value. \*/

    int getRandom() {

        //在此我扩展为k个随机取样(水塘抽样问题)

        int k = 1, cnt = 0;

        vector<int> ret;

        ListNode \*cur = head;

        while (cur) {

            if (cnt++ < k) ret.push\_back(cur->val);

            else {

               int t = rand() % cnt;

               if (t < k) ret[t] = cur->val;

            }

            cur = cur->next;

        }

        return ret[0];

    }

private:

    ListNode \*head;

};

//tip 并行水塘抽样  https://www.jianshu.com/p/7a9ea6ece2af

/\*\*

 \* Your Solution object will be instantiated and called as such:

 \* Solution\* obj = new Solution(head);

 \* int param\_1 = obj->getRandom();

 \*/

### 383. Ransom Note

Easy

Given an arbitrary ransom note string and another string containing letters from all the magazines, write a function that will return true if the ransom note can be constructed from the magazines ; otherwise, it will return false.

Each letter in the magazine string can only be used once in your ransom note.

**Note:**  
You may assume that both strings contain only lowercase letters.

canConstruct("a", "b") -> false

canConstruct("aa", "ab") -> false

canConstruct("aa", "aab") -> true

class Solution **{**

public**:**

bool canConstruct**(**string ransomNote**,** string magazine**)** **{**

vector**<**int**>** vec**(**256**,** 0**);**

**for** **(**const auto **&**c **:** magazine**)** vec**[**c**]++;**

**for** **(**const auto **&**c **:** ransomNote**)** **{**

**if** **(--**vec**[**c**]** **<** 0**)** **return** **false;**

**}**

**return** **true;**

**}**

**};**

### 384. Shuffle an Array★★

Medium

Shuffle a set of numbers without duplicates.

**Example:**

// Init an array with set 1, 2, and 3.

int[] nums = {1,2,3};

Solution solution = new Solution(nums);

// Shuffle the array [1,2,3] and return its result. Any permutation of [1,2,3] must equally likely to be returned.

solution.shuffle();

// Resets the array back to its original configuration [1,2,3].

solution.reset();

// Returns the random shuffling of array [1,2,3].

solution.shuffle();

class Solution {

public:

    Solution(vector<int> nums) : arr(nums), nums(nums) {};

   /\*\* Resets the array to its original configuration and return it. \*/

    vector<int> reset() {

        return arr = nums;

    }

    /\*\* Returns a random shuffling of the array. \*/

    vector<int> shuffle() {

        //random\_shuffle(arr.begin(), arr.end());

        int n = nums.size();

        for (int i = 0; i < n; ++i) {

            swap(arr[i], arr[rand() % (i+1)]);

        }

        return arr;

    }

private:

    vector<int> arr, nums;

};

### 385. Mini Parser

Medium

Given a nested list of integers represented as a string, implement a parser to deserialize it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Note:** You may assume that the string is well-formed:

* String is non-empty.
* String does not contain white spaces.
* String contains only digits 0-9, [, - ,, ].

**Example 1:**

Given s = "324",

You should return a NestedInteger object which contains a single integer 324.

**Example 2:**

Given s = "[123,[456,[789]]]",

Return a NestedInteger object containing a nested list with 2 elements:

1. An integer containing value 123.

2. A nested list containing two elements:

i. An integer containing value 456.

ii. A nested list with one element:

a. An integer containing value 789.

\* class NestedInteger {

\* public:

\* NestedInteger();

\* NestedInteger(int value);

\* // Return true if this NestedInteger holds a single integer, rather than a nested list.

\* bool isInteger() const;

\* // Return the single integer that this NestedInteger holds, if it holds a single integer

\* // The result is undefined if this NestedInteger holds a nested list

\* int getInteger() const;

\* // Set this NestedInteger to hold a single integer.

\* void setInteger(int value);

\* // Set this NestedInteger to hold a nested list and adds a nested integer to it.

\* void add(const NestedInteger &ni);

\* // Return the nested list that this NestedInteger holds, if it holds a nested list

\* // The result is undefined if this NestedInteger holds a single integer

\* const vector<NestedInteger> &getList() const;

\* };

class Solution {

public:

    NestedInteger deserialize(string s) {

        istringstream in(s);

        return deserialize1(in);

    }

private:

    NestedInteger deserialize1(istringstream &in) {

        if (isdigit(in.peek()) || in.peek() == '-') {

            int number;

            in >> number;

            return NestedInteger(number);

        }

        in.get();

        NestedInteger list;

        while (in.peek() != ']') {

            list.add(deserialize1(in));

            if (in.peek() == ',') in.get();

        }

        in.get();

        return list;

    }

};

### 386. Lexicographical Numbers

Medium

Given an integer *n*, return 1 - *n* in lexicographical order.

For example, given 13, return: [1,10,11,12,13,2,3,4,5,6,7,8,9].

Please optimize your algorithm to use less time and space. The input size may be as large as 5,000,000.

class Solution **{**

public**:**

vector**<**int**>** lexicalOrder**(**int n**)** **{**

dfs**(**0**,** n**);**

**return** res**;**

**}**

private**:**

vector**<**int**>** res**;**

void dfs**(**int i**,** int n**)** **{**

**if** **(**i **>** n**)** **return;**

**for** **(**int j **=** **(**i **==** 0 **?** 1 **:** 0**);** j **<=** 9**;** **++**j**)** **{**

int k **=** i**\***10 **+** j**;**

**if** **(**k **<=** n**)** **{**

res**.**push\_back**(**k**);**

dfs**(**k**,** n**);**

**}**

**}**

**}**

**};**

### 387. First Unique Character in a String

Easy

Given a string, find the first non-repeating character in it and return it's index. If it doesn't exist, return -1.

**Examples:**

s = "leetcode"

return 0.

s = "loveleetcode",

return 2.

**Note:** You may assume the string contain only lowercase letters.

class Solution **{**

public**:**

int firstUniqChar**(**string s**)** **{**

unordered\_map**<**char**,** int**>** m**;**

**for** **(**const auto **&**c **:** s**)** m**[**c**]++;**

**for** **(**int i **=** 0**;** i **<** s**.**length**();** i**++)** **{**

**if** **(**m**[**s**[**i**]]** **==** 1**)** **return** i**;**

**}**

**return** **-**1**;**

**}**

**};**

### 388. Longest Absolute File Path

Medium

Suppose we abstract our file system by a string in the following manner:

The string "dir\n\tsubdir1\n\tsubdir2\n\t\tfile.ext" represents:

dir

subdir1

subdir2

file.ext

The directory dir contains an empty sub-directory subdir1 and a sub-directory subdir2 containing a file file.ext.

The string "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext" represents:

dir

subdir1

file1.ext

subsubdir1

subdir2

subsubdir2

file2.ext

The directory dir contains two sub-directories subdir1 and subdir2. subdir1 contains a file file1.ext and an empty second-level sub-directory subsubdir1. subdir2 contains a second-level sub-directory subsubdir2 containing a file file2.ext.

We are interested in finding the longest (number of characters) absolute path to a file within our file system. For example, in the second example above, the longest absolute path is "dir/subdir2/subsubdir2/file2.ext", and its length is 32 (not including the double quotes).

Given a string representing the file system in the above format, return the length of the longest absolute path to file in the abstracted file system. If there is no file in the system, return 0.

**Note:**

* The name of a file contains at least a . and an extension.
* The name of a directory or sub-directory will not contain a ..

Time complexity required: O(n) where n is the size of the input string.

Notice that a/aa/aaa/file1.txt is not the longest file path, if there is another path aaaaaaaaaaaaaaaaaaaaa/sth.png.

class Solution **{**

public**:**

int lengthLongestPath**(**string input**)** **{**

input **+=** "\n"**;**

stack**<**int**>** stk**;**

stk**.**push**(**0**);**

int res **=** 0**,** left **=** 0**,** pre **=** **-**1**;**

**while** **(**1**)** **{**

auto pos0 **=** input**.**find**(**'\n'**,** left**);**

auto pos1 **=** input**.**find**(**'.'**,** left**);**

**if** **(**pos0 **==** string**::**npos**)** **break;**

int cur **=** 0**;**

**while** **(**input**[**left**]** **==** '\t'**)** **{**

cur**++;**

left **+=** 1**;**

**}**

**for** **(**int i **=** cur**;** i **<=** pre**;** i**++)** stk**.**pop**();**

stk**.**push**((**int**)**pos0**-**left**+**stk**.**top**()+**1**);**

**if** **(**pos1 **!=** string**::**npos **&&** pos1 **<** pos0**)**

res **=** max**(**res**,** stk**.**top**()-**1**);**

pre **=** cur**;**

left **=** pos0 **+** 1**;**

**}**

**return** res**;**

**}**

**};**

### 389. Find the Difference

Easy

Given two strings ***s*** and ***t*** which consist of only lowercase letters.

String ***t*** is generated by random shuffling string ***s*** and then add one more letter at a random position.

Find the letter that was added in ***t***.

**Example:**

Input:

s = "abcd"

t = "abcde"

Output:

e

Explanation:

'e' is the letter that was added.

class Solution **{**

public**:**

char findTheDifference**(**string s**,** string t**)** **{**

char res **=** 0**;**

**for** **(**auto **&**c **:** s**)** res **^=** c**;**

**for** **(**auto **&**c **:** t**)** res **^=** c**;**

**return** res**;**

**}**

**};**

### 390. Elimination Game

Medium

There is a list of sorted integers from 1 to *n*. Starting from left to right, remove the first number and every other number afterward until you reach the end of the list.

Repeat the previous step again, but this time from right to left, remove the right most number and every other number from the remaining numbers.

We keep repeating the steps again, alternating left to right and right to left, until a single number remains.

Find the last number that remains starting with a list of length *n*.

**Example:**

Input:

n = 9,

1 2 3 4 5 6 7 8 9

2 4 6 8

2 6

6

Output:

6

class Solution **{**

public**:**

int lastRemaining**(**int n**)** **{**

int A **=** 1**,** B **=** 0**;**

int flag **=** 0**;**

**while** **(**n **!=** 1**)** **{**

**if** **(**n **%** 2 **==** 0 **&&** flag**)** B **-=** A**;**

A **\*=** 2**;**

n **/=** 2**;**

flag **^=** 1**;**

**}**

**return** A **+** B**;**

**}**

**};**

### 391. Perfect Rectangle★★

Hard

Given N axis-aligned rectangles where N > 0, determine if they all together form an exact cover of a rectangular region.

Each rectangle is represented as a bottom-left point and a top-right point. For example, a unit square is represented as [1,1,2,2]. (coordinate of bottom-left point is (1, 1) and top-right point is (2, 2)).

**Example 1:**

![https://assets.leetcode.com/uploads/2018/10/22/rectangle_perfect.gif](data:image/gif;base64,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)rectangles = [

[1,1,3,3],

[3,1,4,2],

[3,2,4,4],

[1,3,2,4],

[2,3,3,4]

]

Return true. All 5 rectangles together form an exact cover of a rectangular region.
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rectangles = [

[1,1,2,3],

[1,3,2,4],

[3,1,4,2],

[3,2,4,4]

]

Return false. Because there is a gap between the two rectangular regions.

**Example 3:**
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[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[3,2,4,4]

]

Return false. Because there is a gap in the top center.

**Example 4:**

![https://assets.leetcode.com/uploads/2018/10/22/rectangle_intersect.gif](data:image/gif;base64,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)rectangles = [

[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[2,2,4,4]

]

Return false. Because two of the rectangles overlap with each other.

class Solution {

public:

    using pii = pair<int, int>;

    bool isRectangleCover(vector<vector<int>>& rectangles) {

        auto cmp = [](const pii& a, const pii& b) {

            return a.second <= b.first;

        };

        int area = 0;

        int xmin = INT\_MAX, ymin = INT\_MAX;

        int xmax = INT\_MIN, ymax = INT\_MIN;

        vector<vector<int>> verticalEdges;

        multiset<pii, decltype(cmp)> s(cmp);

        for (const auto &v : rectangles) {

            area += (v[2] - v[0]) \* (v[3] - v[1]);

            xmin = min(xmin, v[0]), ymin = min(ymin, v[1]);

            xmax = max(xmax, v[2]), ymax = max(ymax, v[3]);

            verticalEdges.push\_back({v[0], 1, v[1], v[3]});

            verticalEdges.push\_back({v[2], -1, v[1], v[3]});

        }

        if (area != (xmax - xmin) \* (ymax - ymin)) return false;

        sort(verticalEdges.begin(), verticalEdges.end());

        for (const auto &v : verticalEdges) {

            auto it = s.find({v[2], v[3]});

            if (v[1] > 0) {

                if (it != s.end())  return false;

                s.insert({v[2], v[3]});

            }

            else s.erase(it);

        }

        return true;

    }

};

class Solution {

    struct pairhash {

        template <typename T, typename U>

        size\_t operator()(const pair<T, U> &p) const {

            size\_t l = hash<T>()(p.first), r = hash<U>()(p.second);

            return l + 0x9e3779b9 + (r << 6) + (r >> 2);

        }

    };

public:

    using pii = pair<int, int>;

    bool isRectangleCover(vector<vector<int>>& rectangles) {

        int area = 0;

        int xmin = INT\_MAX, ymin = INT\_MAX;

        int xmax = INT\_MIN, ymax = INT\_MIN;

        unordered\_map<pii, int, pairhash> m;

        vector<pii> points = {{0, 1}, {0, 3}, {2, 3}, {2, 1}};

        for (const auto &v : rectangles) {

            for (auto [x, y] : points) {

                if (++m[{v[x], v[y]}] > 4) return false;

            }

            area += (v[2] - v[0]) \* (v[3] - v[1]);

            xmin = min(xmin, v[0]), ymin = min(ymin, v[1]);

            xmax = max(xmax, v[2]), ymax = max(ymax, v[3]);

        }

        if (area != (xmax - xmin) \* (ymax - ymin)) return false;

        unordered\_set<pii, pairhash> s

            = {{xmin, ymin}, {xmin, ymax}, {xmax, ymax}, {xmax, ymin}};

        for (const auto &[pii, cnt] : m) {

            if (cnt & 1 == 1) {

                if (!s.count(pii)) return false;

                s.erase(pii);

            }

        }

        return s.empty();

    }

};

### 392. Is Subsequence

Easy

Given a string **s** and a string **t**, check if **s** is subsequence of **t**.

You may assume that there is only lower case English letters in both **s** and **t**. **t** is potentially a very long (length ~= 500,000) string, and **s** is a short string (<=100).

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ace" is a subsequence of "abcde" while "aec" is not).

**Example 1:**  
**s** = "abc", **t** = "ahbgdc"

Return true.

**Example 2:**  
**s** = "axc", **t** = "ahbgdc"

Return false.

**Follow up:**  
If there are lots of incoming S, say S1, S2, ... , Sk where k >= 1B, and you want to check one by one to see if T has its subsequence. In this scenario, how would you change your code?

**Credits:**  
Special thanks to [@pbrother](https://leetcode.com/pbrother/) for adding this problem and creating all test cases.

class Solution {

public:

    bool isSubsequence(string s, string t) {

        int n = s.length(), m = t.length(), j = 0;

        for (int i = 0; i < n; i++) {

            while (j < m && t[j] != s[i]) j++;

            if (j++ == m) return false;

        }

        return true;

    }

};

class Solution {

public:

    bool isSubsequence(string s, string t) {

        unordered\_map<char, vector<int>> mp;

        for (int i = 0; i < t.size(); ++i) {

            mp[t[i]].push\_back(i);

        }

        int pos = 0;

        for (auto c : s) {

            auto it = lower\_bound(mp[c].begin(), mp[c].end(), pos);

            if (it == mp[c].end()) return false;

            pos = \*it + 1;

        }

        return true;

    }

};

### 393. UTF-8 Validation

Medium

A character in UTF8 can be from **1 to 4 bytes** long, subjected to the following rules:

1. For 1-byte character, the first bit is a 0, followed by its unicode code.
2. For n-bytes character, the first n-bits are all one's, the n+1 bit is 0, followed by n-1 bytes with most significant 2 bits being 10.

This is how the UTF-8 encoding would work:

Char. number range | UTF-8 octet sequence

(hexadecimal) | (binary)

--------------------+---------------------------------------------

0000 0000-0000 007F | 0xxxxxxx

0000 0080-0000 07FF | 110xxxxx 10xxxxxx

0000 0800-0000 FFFF | 1110xxxx 10xxxxxx 10xxxxxx

0001 0000-0010 FFFF | 11110xxx 10xxxxxx 10xxxxxx 10xxxxxx

Given an array of integers representing the data, return whether it is a valid utf-8 encoding.

**Note:**  
The input is an array of integers. Only the **least significant 8 bits** of each integer is used to store the data. This means each integer represents only 1 byte of data.

**Example 1:**

data = [197, 130, 1], which represents the octet sequence: **11000101 10000010 00000001**.

Return **true**.

It is a valid utf-8 encoding for a 2-bytes character followed by a 1-byte character.

**Example 2:**

data = [235, 140, 4], which represented the octet sequence: **11101011 10001100 00000100**.

Return **false**.

The first 3 bits are all one's and the 4th bit is 0 means it is a 3-bytes character.

The next byte is a continuation byte which starts with 10 and that's correct.

But the second continuation byte does not start with 10, so it is invalid.

class Solution **{**

public**:**

bool validUtf8**(**vector**<**int**>&** data**)** **{**

int cnt **=** 0**;**

**for** **(**auto c **:** data**)** **{**

**if** **(**cnt **==** 0**)** **{**

**if** **((**c **>>** 5**)** **==** 0b110**)** cnt **=** 1**;**

**else** **if** **((**c **>>** 4**)** **==** 0b1110**)** cnt **=** 2**;**

**else** **if** **((**c **>>** 3**)** **==** 0b11110**)** cnt **=** 3**;**

**else** **if** **((**c **>>** 7**)** **==** 0b1**)** **return** **false;**

**}** **else** **{**

**if** **((**c **>>** 6**)** **!=** 0b10**)** **return** **false;**

cnt**--;**

**}**

**}**

**return** cnt **==** 0**;**

**}**

**};**

### 394. Decode String

Medium

Given an encoded string, return its decoded string.

The encoding rule is: k[encoded\_string], where the *encoded\_string* inside the square brackets is being repeated exactly *k* times. Note that *k* is guaranteed to be a positive integer.

You may assume that the input string is always valid; No extra white spaces, square brackets are well-formed, etc.

Furthermore, you may assume that the original data does not contain any digits and that digits are only for those repeat numbers, *k*. For example, there won't be input like 3a or 2[4].

**Examples:**

s = "3[a]2[bc]", return "aaabcbc".

s = "3[a2[c]]", return "accaccacc".

s = "2[abc]3[cd]ef", return "abcabccdcdcdef".

class Solution {

public:

    string decodeString(string s) {

        auto in = stringstream(s);

        return myDecodeString(in);

    }

private:

    string myDecodeString(stringstream& in) {

        string res;

        while (in.peek() != EOF && in.peek() != ']') {

            if (!isdigit(in.peek())) {

                char c;

                in >> c;

                res += c;

            }

            else {

                int number;

                in >> number;

                in.get();

                string t = myDecodeString(in);

                in.get();

                while (number--) res += t;

            }

        }

        return res;

    }

};

### 395. Longest Substring with At Least K Repeating Characters★★

Medium

Find the length of the longest substring ***T*** of a given string (consists of lowercase letters only) such that every character in ***T*** appears no less than *k* times.

**Example 1:**

Input:

s = "aaabb", k = 3

Output:

3

The longest substring is "aaa", as 'a' is repeated 3 times.

**Example 2:**

Input:

s = "ababbc", k = 2

Output:

5

The longest substring is "ababb", as 'a' is repeated 2 times and 'b' is repeated 3 times.

class Solution **{**

public**:**

int longestSubstring**(**string s**,** int k**)** **{**

int cnt**[**256**]** **=** **{**0**};**

**for** **(**auto **&**c **:** s**)** cnt**[**c**]++;**

bool ok **=** **true;**

**for** **(**auto **&**c **:** s**)** **if** **(**cnt**[**c**]** **<** k**)** **{**

c **=** ' '**;**

ok **=** **false;**

**}**

**if** **(**ok**)** **return** s**.**length**();**

stringstream ss**(**s**);**

int res **=** 0**;**

**while** **(**ss **>>** s**)** **{**

res **=** max**(**res**,** longestSubstring**(**s**,** k**));**

**}**

**return** res**;**

**}**

**};**

### 396. Rotate Function

Medium

Given an array of integers A and let *n* to be its length.

Assume Bk to be an array obtained by rotating the array A *k* positions clock-wise, we define a "rotation function" F on A as follow:

F(k) = 0 \* Bk[0] + 1 \* Bk[1] + ... + (n-1) \* Bk[n-1].

Calculate the maximum value of F(0), F(1), ..., F(n-1).

**Note:**  
*n* is guaranteed to be less than 105.

**Example:**

A = [4, 3, 2, 6]

F(0) = (0 \* 4) + (1 \* 3) + (2 \* 2) + (3 \* 6) = 0 + 3 + 4 + 18 = 25

F(1) = (0 \* 6) + (1 \* 4) + (2 \* 3) + (3 \* 2) = 0 + 4 + 6 + 6 = 16

F(2) = (0 \* 2) + (1 \* 6) + (2 \* 4) + (3 \* 3) = 0 + 6 + 8 + 9 = 23

F(3) = (0 \* 3) + (1 \* 2) + (2 \* 6) + (3 \* 4) = 0 + 2 + 12 + 12 = 26

So the maximum value of F(0), F(1), F(2), F(3) is F(3) = 26.

class Solution **{**

public**:**

int maxRotateFunction**(**vector**<**int**>&** A**)** **{**

long long n **=** A**.**size**(),** sum **=** 0**,** res **=** 0**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

sum **+=** A**[**i**];**

res **+=** i **\*** A**[**i**];**

**}**

long long temp **=** res**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

temp **+=** n**\***A**[**i**]** **-** sum**;**

res **=** max**(**temp**,** res**);**

**}**

**return** res**;**

**}**

**};**

### 397. Integer Replacement

Medium

Given a positive integer *n* and you can do operations as follow:

1. If *n* is even, replace *n* with *n*/2.
2. If *n* is odd, you can replace *n* with either *n* + 1 or *n* - 1.

What is the minimum number of replacements needed for *n* to become 1?

**Example 1:**

**Input:**

8

**Output:**

3

**Explanation:**

8 -> 4 -> 2 -> 1

**Example 2:**

**Input:**

7

**Output:**

4

**Explanation:**

7 -> 8 -> 4 -> 2 -> 1

or

7 -> 6 -> 3 -> 2 -> 1

class Solution {

private:

    unordered\_map<int, int> vis;

public:

    int integerReplacement(int n) {

        if (n == 1) return 0;

        else if (vis.count(n)) return vis[n];

        else if (n & 1)

            return vis[n] = 2 + min(integerReplacement(n / 2),

 integerReplacement(n / 2 + 1));

        else

            return vis[n] = 1 + integerReplacement(n / 2);

    }

};

### 398. Random Pick Index★★

Medium

Given an array of integers with possible duplicates, randomly output the index of a given target number. You can assume that the given target number must exist in the array.

**Note:**  
The array size can be very large. Solution that uses too much extra space will not pass the judge.

**Example:**

int[] nums = new int[] {1,2,3,3,3};

Solution solution = new Solution(nums);

// pick(3) should return either index 2, 3, or 4 randomly. Each index should have equal probability of returning.

solution.pick(3);

// pick(1) should return 0. Since in the array only nums[0] is equal to 1.

solution.pick(1);

class Solution {

public:

    Solution(vector<int>& nums) : beg(nums.begin()), end(nums.end()) {}

    int pick(int target) {

        int res, n = 0;

        for (auto it = beg; it != end; ++it) {

            if (\*it != target) continue;

            if (rand() % ++n == 0) res = distance(beg, it);

        }

        return res;

    }

private:

    vector<int>::iterator beg, end;

};

/\*\*

 \* Your Solution object will be instantiated and called as such:

 \* Solution\* obj = new Solution(nums);

 \* int param\_1 = obj->pick(target);

 \*/

### 399. Evaluate Division★★

Medium

Equations are given in the format A / B = k, where A and B are variables represented as strings, and k is a real number (floating point number). Given some queries, return the answers. If the answer does not exist, return -1.0.

**Example:**  
Given a / b = 2.0, b / c = 3.0.  
queries are: a / c = ?, b / a = ?, a / e = ?, a / a = ?, x / x = ? .  
return [6.0, 0.5, -1.0, 1.0, -1.0 ].

The input is: vector<pair<string, string>> equations, vector<double>& values, vector<pair<string, string>> queries , where equations.size() == values.size(), and the values are positive. This represents the equations. Return vector<double>.

According to the example above:

equations = [ ["a", "b"], ["b", "c"] ],

values = [2.0, 3.0],

queries = [ ["a", "c"], ["b", "a"], ["a", "e"], ["a", "a"], ["x", "x"] ].

The input is always valid. You may assume that evaluating the queries will result in no division by zero and there is no contradiction.

class Solution {

public:

    vector<double> calcEquation(vector<vector<string>> &es, vector<double> &vs, vector<vector<string>> &qs) {

        for (int i = 0; i < es.size(); i++) {

            string a = es[i][0], b = es[i][1];

            if (!id.count(a)) id[a] = node(a);

            if (!id.count(b)) id[b] = node(b);

            Union(a, b, vs[i]);

        }

        vector<double> res;

        for (auto q : qs) {

            if (!id.count(q[0]) || !id.count(q[1]))

                res.push\_back(-1);

            else {

                double va = 1, vb = 1;

                string fa\_a = find(q[0], va);

                string fa\_b = find(q[1], vb);

                if (fa\_a != fa\_b) res.push\_back(-1);

                else res.push\_back(va / vb);

            }

        }

        return res;

    }

private:

    struct node {

        node(string p = "", double v = 1.0) : parent(p), val(v){};

        string parent;

        double val;

};

    unordered\_map<string, node> id;

    string find(string s, double &v) {

        while (id[s].parent != s) {

            v = v \* id[s].val;

            s = id[s].parent;

        }

        return s;

}

    void Union(string a, string b, double v) {

        double va = 1.0, vb = 1.0;

        string fa\_a = find(a, va);

        string fa\_b = find(b, vb);

        id[fa\_a] = node(fa\_b, v\*vb/va);

    }

};

### 400. Nth Digit

Medium

Find the *n*th digit of the infinite integer sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ...

**Note:**  
*n* is positive and will fit within the range of a 32-bit signed integer (*n* < 231).

**Example 1:**

**Input:**

3

**Output:**

3

**Example 2:**

**Input:**

11

**Output:**

0

**Explanation:**

The 11th digit of the sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ... is a 0, which is part of the number 10.

class Solution **{**

public**:**

int findNthDigit**(**int n**)** **{**

int k **=** 1**;**

// k位数第n个

**while** **(**n **>** 9**\***pow**(**10**,** k**-**1**)\***k**)** **{**

n **-=** 9**\***pow**(**10**,** k**-**1**)\***k**;**

k**++;**

**}**

int m **=** **(**n**-**1**)/**k**,** num **=** pow**(**10**,** k**-**1**)+**m**;**

n **-=** m**\***k**;**

// num的第n位, 即从右往左数第k+1-n位

**return** **(**num **/** **(**int**)**pow**(**10**,** k**-**n**))** **%** 10**;**

**}**

**};**